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Controlled vocabularies are becoming popular for knowledge representation and querying. They are particularly helpful in the medical field since they can unify disparate terminologies and provide information in a compact, comprehensible manner. In this thesis, we present a mechanism to ereate OODB controlled medical vocabularies from flat-file format. We also describe a wol by which a user can interactively create, edit and browse the vocabulary. For betier moderstanding of the structure of the vocabulary we designed our interface as a graphical editor and browser. The user of this interface will typically be a medical expert who either wants to add new concepts to the vocabulary or create a new vocabulary from seratch. We first describe our approach for creating the vocabulary from an existing flat-file format by batch processing. We then present the software architecture and design of an interactive vocabulary creator (IVC).
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## CHAPTER 1

## INTRODUCTION

A Controlled Vocabulary is an explicit specification of a subject. It is a formal and declarative representation which includes the terms in a subject area and the logical statements that describe what the terms are and how they are related to each other. Vocabularies therefore provide a way of representing and communicnting knowledge about some topic which leads to a inform way of knowledge sharing and reuse. The medical held is one of the most rapidly growing fields in terms of concepts(terms) in one subject. That is why Controlled Medical Vocabularies (CMV) are becoming more and more popular in medicine.

A Semantic network is a tool for modeling vocabularies. Due to the luge number of terms available in a medical vocabulary, the size of somantie networks of CMVs is typically large. That means that we have to organize huge amomis of data in such a way that they can be stored and retrieved officiently. Choosing a paradign for a computerized storage of a vocabulary, is a difficult task. As montioned before, vocabularios are for rense and sharing of data. Object-Orientation is a paradigm which proved itself as a good tool in terms of re-usability and ensy shareablity. We mapped the semantic notwork of a major medical vocahnlary into an Ohjed Oriented Database which we named OOMVR (Object Oriented Meath Vocabulary Repository). Chapter 2 deals with modeling details of OOITVR.

After modeling the vocabulary, the most tedious task is to convert a luge semantic notwork which is initially available in a flat-file format to our OODB. We designed a Gehema Generator which reads the semantic network representation an a set of flat file and generates a schema creating code. The preprocestor is a part of the Schema Generator which takes a schema dependent format, flat-files and generates common format flat files. These common format flat, files are fed to a code generator
which generates $C++$ code for schema generation. Chapter 3 deals with all implementation and design details of preprocessor.

As new ideas and concepts are developed every day, we felt a need for an interactive Creator which enables a user to create vocabularies from scratch. Choosing an interface and development system is an important task which is discussed in sections 4.1 and 4.2 while our proposed system architecture is discussed in section 4.3. Backend and front-end design issues are discussed in 4.5 and 4.6. We discuss possible future enhancements in IVC in the last chapter.

APPENDIX A contains the CGIs source code for the Creator.
APPENDIX B contains the Java object deseriptions and documentation with the source code.

APPENDIX $C$ contans the description of the APIs used in the system.

## CHAPTER 2

## AN OVERVIEW OF OOHVR

### 2.1 Need for Health Vocabulary Systems

Effective and efficient delivery of health care requires accurate and relevant clinical information. This is true for the individual doctor caring for the individual patient, as well as the health care orgamization concerned with measuring outcomes and onsuring cost effective care. Furthermore it is recognized that patient-centered clinical information systems, integrated with decision support and other systems, are the key to high quality clinical information. However developing such systems has been proven difficult and many problems remain. Perhaps the most pervasive and the most important of these problems is that of the clinical terminology or language that is used to represent the information. Advanced clinical systems require advanced terminology systems which must be:

- Comprehensive and sufficiently detailed in content and structure for use in clinical medicine.
- supported across a wide range of natural languge communities, hoth professional and geographical;
- maintainable and extendible, with realiatic human effort which the compueer must actively support
- well suited to supporting computer-based information systems and hence formally sound.

Clinical terminologics are large, complex, and diverse. Por example the detnils required in a pationt's medical record which is used to mpport, the daily care of the patient, are far greater than for an epidemiological study or routine hospital statistics. Furthermore, different users in different clinical settings require different. but consistent views of that information. Clinical medicine is inherently large and
complex and yet clear separations between medical specialties are not possible. Hence anything we do to represent the detailed record of clinical medicine will also be large and complex in one way or another. HEALTH VOCABULARY SYSTEM's goal is to make this complexity manageable. As the demand has grown for wider coverage and new uses, the traditional techniques of coding and classification have been proven inadequate. They tend to 'explode' in size and become unwieldy, inconsistent and unmanageable.

Advanced clinical systems need more than just terminologics, they need computer systems which can provide a sophisticated and appropriate set of terminological services, allowing applications to be developed to use whatever coding system or natural language, local circumstances demand. Clinical application developers can therefore concentrate on the clinical tasks they must support, knowing that not. only are the details of coding and classification abstracted for them but that they have access to a powerful model of clinical information to support their dialogne with chinical users. OOTIVR, addresses this challenge to develop computer systems that provide powerful terminological services.

### 2.2 A Medical Vocabulary as a Semantic Network

Semantic networks are a technique for representing knowledge. As with oifor networks, they consist of nodes with links between them. The nodes in a semmatir network represent concepts. A concept is an abstrach class, or sed, whose members are thinge that are grouped together becanse they share common features or properifes. The "thinge" are called instances of the concopt. For example, Femur is a comeopt representing the set of all femurs in the world; John Smith's lefe fomme in an inatate of the concept Femur.

Links in the network represent relations between concepts. Links are labeled to indicate which relations they represent. Links are paired to represent a relation
and its inverse relation. For example, the concept Femur is related to the concept Upper Leg with the relation has-location. The inverse of has-location is the relation location-of, which relates Upper Leeg to Femur.

### 2.3 Object Oriented Paradigm Choice for Storing Semantic Networks

 Object Oriented Databases are good tools for conceptual modeling in information techology. There are a number of reasons why the Object Oriented database paradigm is a good choice for modeling a vocabulary's semantic notwork. In applications where external agents such as intelligent information locators, decision-support, systems, and end-user browsers access the knowledge stored in the vocabulary, transparent and concurrent access to it is necessary[2]. OODB systems provide the traditional access support of Database systems and offer a "low impedance" pathway [14] to the network. As a matter of fact, Onject Oriented programming languages are increasingly used in the industry so an OODB an be easily accessed through them. Declarative languages are also availahle to necess the OODB like OSQL in ONTOS case and a path language XSQL [8]. The typien OODB system's repertoire of modeling constructs neatly eaptures many modeling features of semantic networks used to describe a typical eontrolled vocabulary $|0|$.
### 2.4 Modeling InterMed and MED into OOHVR.

In this section, we first describe the general structure of a CMV. After that, we go on to present our methodology for modeling such a system as an OODB. Our representation of the InterMED, an existing CMV, as an OODB is called the OOMVR. and is currently available in the context of ONTOS.

### 2.4.1 Structure of a CMV

A common formalism used in building a CMV is the semantic network, each of which nodes in that context is a medical concept. All nodes can exhibit properties which come in two kinds: (1) Attributes whose values are of data types (such as integer or text string), and (2) relationships whose values are references to other concepts in the vocabulary. For a concept $V$, we will use $P(V)$ to denote the set of all of $V$ 's properties.

Each node in a CMV is defined with the attribute name that holds the concept's associated term (i.e, texthal denotation). Note that we distinguish the notions of "concept" and "term." A (medical) concept is a node in the CMV, while a term is simply a string used as the node's name [0]. Sometimes a term is called the printable value of a concept.

In $[3,4]$, a set of design eriteria (sometimes referred to as "Cimino's rulow") was proposed that all CMVs should satisfy in order to increase their mility. Thewo criteria are: Domain completeness, non-redundancy, syonymy, non-vaguenoss, nomambiguty, multiple classification, consistency of views, and explicit relationships. As an example, non-ambiguity requires that a given medical concope be reprosented by a migue node even if it has geveral synonymons mames. If multiple nodes representing the same concopt oxist, then these should be folded into ome comeept that holds the primary name (i.e., the concept's term) and any secondary names (i.e., synonyms). The related synonymy criterion, in fact, states that any concept, must be accessible
via its known synonyms, all of which should be stored with the concept. Due to this, each concept in the CMV is assumed to have the property synonyms whose value is the entire set of acceptable secondary names for the concept. Let us point out that it is strictly a design decision as to which name is primary and which others are secondary.

The concept subsumption (IS-A) hierarchy is a fundamental aspect of a CMV. Structurally, it is an acyclic collection of IS-A links, each of which conmects a subconcept to a related superconcept. The multiple classification criterion requires that the IS-A hierarchy be a directed acyclic graph (DAG). In other words, it, must. be possible for any concept to have multiple parents.

The IS-A hierarchy plays two important roles in the vocabulary. First, it, supports reasoning in the form of subsumption-based inferences. For example, if a user asks if a patient is on antibiotics, then this can be answered in the affirmative by consulting the CMV if we know the patient is taking Tetracyclime because the concept Tetracycline IS-A Antibiotic. The second aspect of the IS-A hierarchy is inheritance: A subconcept imherits all the properties exhbited by its superconcepts (which themselves may have imherited the properties from their ancestors). For example, the concept Sodimm Test IS-A Test, and therefore the set of propertion of Sodium Test is a superset of the properties of Test. If a concept has multiple parents, then it conld potentially inherit properties from oach of them. Another assumption that we make following [3| is that the CMV stisties tho following rule: Fule (Uniqueness of Property Introduction): A given property ar can only be introduced at one concept in the vocabulary.

Other concepte needing that same property mist bo defined as descendants of that concept and obtain the property via inheritance. Note that if there is a need to introduce the same property $p$ in several independent, nodes, then an "artificial"
node can be created to define $p$, and the other nodes can be made children of this new node [2].

A CMV is also taken to be singly rooted with respect to the IS-A hierarchy. We will refer to the root concept as Entity. Of course, there is no loss of generality because Entity can be artificially introduced into the vocabulary if need be. Note that Entity is defined with the property name (that holds a concept's primary term) and synonyms (that holds a concept's acceptable secondary names). Via inheritance, all other nodes in the CMY have these properties, too.

### 2.4.2 Representation of a CMV as an OODB

### 2.4.2.1 Partitioning the CMV into Areas

Our modeling of a CMV as an OODB is based on a structural abstraction of the vocabulary network. The network is partitioned into groups of concepts such that. all the concepts in a single group have the exact same set ofpropertios. We refer to such groups as areas of the CMV [9]. The partitioning of the CMV into areas closely follows the property introduction and inheritance patterns of the lS-A hierarchy, and in fact can be done antomatically in a top-down fashion necording to a mumber of different cases. In the statement of those cases, we will be using the following definitions.

Defintion (Property Set of an Area): For an aren A, $P(A)$ denoten the net of properties of any (and all) of its constituent concepts.

Definition (Property-introduction Node): A concept at which one or more new properties are imtroduced into the CMV is called a property-introduction node.

An cxample of such a comeopt is the vocabulary's toot Entity which, amome other things, introduces the property name that is used to hold the term associated
with a given concept. Another example is the concept Lab Diagnostic Procedure which introduces the relationship has-specimen.

Definition (Root of an Area): A concept $V$ residing in area $A$ is called a root of $A$ if $V$ has no parent, in the CMV (i.e., $V$ is the concept Entity, the root of the entire CMV ) or $V$ 's parents all reside in areas other than $A$.

Definition (Property-Introduction Area): An area with a root that is a property-introduction node is called a property-introduction area.

An example of a property-introduction area is the one to which Entity belongs. Recall that Entity was defined to introduce the property name, among others. Another is the area rooted ar Lab Diagnostic Procedure.

It can be shown that a property-introduction area always has exactly one root. (We will not prove this result here. Refer to [10] for the details.) The other kind of aren, called an intersection area (defined below), can have more than one root. If an area has a single root, then the area is maned after that concept. The area containing Entity as its root is called "Entity Area." The area whose root, is Lab Diagnostic Procedure is named "Lab Diagnositic Procodure Aroa."

The partitioning of the network into areas was originally deseribed as a twostep process where the second step was nsed to overcome a problem introduced by the first step [9]. Below, we present the solution in recursive form, which serves to umily the presentation. To reiterate, the process of identifying areas is top-down starting at the level of the children of Entity. The base of the recustion is the equectal case dofining "Entity Area."

For a concopt $V$ (not equal to Entity), momberships in an area if dotomined by the following two major cases.


Figure 2.1 Fonr areas of a CMV

Case 1: $V$ is a properly-inlroduction node.

In this case, $V$ belongs to a new area that differs from all areas alreaty identified. In fact, becanee $V$ is a property-introduction node, ho new area if a property-introduction area. As can be shown, $V$ is the ome and only root of this new area, so the area is deagnated "V Area." Three examplo properiy-imbrobuchon areas, A Area, B Area, and C Area, are shown in Figure 2.1. The concepts in the figure are represented as rectangles with rounded edges, while the IS- $\Lambda$ links are drawn as thick, unlabeled arrows directed from the subconcept to the
superconcept. The only concepts in those three areas with their names displayed are $A, B$, and $C$, the respective roots. The node $A$ introduces the attribute $x_{\text {i }}$ $B$, the attribute $y$; and $C$, the attribute $z . \quad B$ also defines the relationship $r$ (drawn as a labeled, thin arrow) that is directed to $C$, which, on the other hand, introduces relationship $r^{\prime}$, the converse of $r$.

Case 2: $V$ is not a property-introduction node.

Here, there are two major sub-cases.

Case 2.1: $V$ has a single superconcept $W$.
In this situation, $V$ is in the same area as $W$. Recall that the CMV was defined to be singly rooted with respect to the IS-A hierarchy. Therefore, every concept (excopt for Entity) has at least one superconcept.

Case 2.2: $V$ has multiple superconcepts $W_{1}, W_{2}, \ldots, W_{n}(n>1)$.
Here, again, there are two additional sub-cases. Before stating these, we will need the following definition.

Definition (Intersection Node): Let $V$ be a concopt having multiple superconcepts $W_{1}, W_{2}, \ldots, W_{n}(n>1)$. $V$ is called an intersection node if the following condition holds: $\forall i: 1 \leq i \leq n, P(V) \neq P\left(W_{i}\right)$. That is, the set of properties of $T$ differs from all of its parents' sets of propertics.

We use the designation intersection node because $V$ lies at the function of (at. loast) two independent inheritance paths. With thig now kind of node, we alao have:

Defmition (Intersection Area): An area with a root that is an intersection mode is called an intersection area.

Case 2.2.1: $V$ is not an intersection node. That is, $V$ has the exact same sel of properties as al least one of its parents, say, $W_{i}$.

[^0]In this case, $V$ is in the same area as $W_{i}$. Note that all other parents with the same set of properties as $W_{i}$ are in $W_{i}$ 's area as well.

Case 2.2.2: $V$ is an intersection node.

Then $V$ belongs to an area that differs from all the areas of its parents. By definition, $V$ is a root of its area, and hence the area is an intersection area. It is possible that this intersection area might already have been identified by a previous application of Case 2.2 .2 , so it is necessary to scan all existing (intersection) areas to determine $V$ 's membership. If $P(V)=P(A)$ for some area A already identified, then $V$ is a member of $A$. Otherwise, $V$ defines a new intersection area that differs from all known areas. Since $V$ is the first concept in this new area, it is named " $V$ Area."

As we mentioned, unlike a property-introduction area, an intersection area can have more than one root. This is demonstrated in Figure 2.1 by the intersection area called "D Area" which contains four concepts, $D, E, F$, and $C$. Ths roots are $D$ and $E$, both of which have two parents, one residing in $B$ Area and the other in $C$ Aran. We have assumed that the concept. $D$ was identified as a member of this area first, and hence the area was named D Area. If $D$ had been oxamined before $D$, then the area would have been designated $E$ Area. The concepts $F$ and $C$ are mombers of $D$ Area by virtine of the fact that they are children of $D$ and $E$, reapectively. $F$ mod $G$ are not roots of $D$ Area. It will be noted that none of the coneppta in D Aren has any intrinsic properties. All properties are inherited. It is not possiblo for an intersection area to have as one of its nodes a property-introduction nodo since such a node would define a new area with new properties.

Before contiming, lot ns summarize, withont proof, a few important propertion that hold for areas.

1. An area is either a property-introduction area or an intersection area. That is, there are no other kinds of areas.
2. All areas have at least one root.
3. A property-introduction area has exactly one root.
4. An intersection area can have multiple roots.
5. An intersection area camot contain a property-introduction node.

### 2.4.2.2 OOHVR Schema

In the OODB-version of the vocabulary, which we refer to as the OOITVR, wach concept is represented by a unique object. The OOHVR's sehema is constructed automatically after the identification of all areas. There is a one-to-one correspondence between the areas in the CMV and the classes in the OOIVVR's schema. That is, one class is defined to represent, one area. The extension of a given class (i.e., its entire set of instances) is identical to the set of concepts in the correapomding area in the CMV. Due to this, we refer to the classes in the OOITVR sehema as area classes. If the area happens to be a property-introduction area, then we have a property-introduction class. Likewise, for an intersection area, thore is an imersection class. Let us point out that, in an OODB seloma, classes are defined for the pirpose of describing a set of objects whose structure and behavior are the smme. This is indeed what is done in our mapping. The instances of one chas are exasty all those concepta which reside in a single area which, by definition, comtanis all concepts exhibiting identical propertios.

The intrinsic propertios of a property-introduction dans are defined to be exactly those introduced by the root concept of its corresponding area. In addition, all the concepts in a property-introduction area must have the properties imherited


Figure 2.2 The area classes for the areas in Figure 2.1
by the root from its parent(s) in the CMV. To capture this situation, the propertyintroduction class is placed in subelass relationships with those other area classes to which the parents of the root helong. In this way, the property-introduction chas obtains all necossary properties: Some are defined intrinsically, while the others are inherited from other classes. It should be noted that even though the poot of a property-introduction area contributes both its name (via the area mame) and its intrinsic properties to the area class defintion and in this sense the cinss ithelf denotes that root concept there still exists an object that directy reproments the root in the extension of the class.

In Figure 2.2, we illistrate the above by showing the chased, A.Area, B_Area, and $C_{-A}$ Area, that respectively represent the corresponding areas from Figure 2.1. The classes are boxes with their names and attributes writen inside. The labeled arrows are the ordinary relationships. The subclass relationship is drawn as a thick arrow pointing from the subclass to the superclass. The ellipses indicate the omission of the
subclass relationships that $A, A r e a$ and $C_{-}$Area would have in an expanded drawing. All property-introduction classes-and, indeed, all intersection classes-have at least one subclass relationship. The only exception to this is the class Enhity_Area which is the root of the OOHVR schema.

Since an intersection area, by definition, does not contain any propertyintroduction nodes, and, in lact, all properties of its concepts are obtained via inheritance, an intersection class does not introduce any properties of its own. Instead, it is defined to be a subclass of all other area classes (potentially intersection classes themselves) which contain one or more parents of its root.(s). Again, an intersection area may have more than one root. Let us also note that mintersection class always exhibits multiple inheritance, i.e., it inherits from two or more superclasses.

Referring to Figure 2.2 again, we see the intersection class $D$ _Area representing D Area. D_Area is a subclass of both B.Area and C_Area becanse ita roots ( $D$ and E) have parents residing in both those respective areas. As can be seen, D.Area has no intrinsic properties defined for it.

The final aspect of the mapping which deserves special care is the IS-A hiemely of the CMV. It is appropriate to view the 1S-A link as a generie property, one featured by all concepts, aside from the ordinary ntributen and relationshiph. Thteed, all concepta can-- and indeed must have some IS-A connections to other concepts (except for Entity). Therefore, in the original network, the root concopt Entity can be considered to be modowed with thio maltivalued relationahip "IS-A" that provides all notes with the capability of making superconcept comeet ions to other concepts. In the mapping, this oranslates to the inchasion of the mmilivalued, refloxive relationship $I S-A$ in the definition of the class at the top of the schema, namely, the class Entity_Area. In this way, all concepts (objects) in the OOHVR can have their required IS-A connections, too.

It is important to note that the CMV's IS-A hierarchy is different from the subclass hierarchy of the OODB schema, though, to be sure, the latter is derived from the former. An IS-A link between two concepts in the CMY indicates that one is a subconcept (or, vice versa, a superconcept) of the other. A subclass connection between a pair of area classes in the schema denotes the fact that the set of properties exhibited by the concepts of one area is a superset of the properties exhibited by the concepts in the other. Of course, as we have just discussed, the CMV's IS-A hierarchy does appear in its entirety at the instance-level of the OOFIVR with respect, to the relationship $I S$-A appearing at Entily_Area.

In Figure 2.3, we show the entire OOMVR shema which comprises 30 classes (29 property-introduction classes, 10 intersection elasses) and 50 subelass relationships. The schema was generated antomarically by software deseribed in $170 \mid$. Overall, it provides a structural abstraction of the underlying network of the CMV. Concepts with like properties are gromped into areas which in turn are modoled as object classes; the concepts themselves become the objects of the OODB. We refer to this kind of schema as a network abstrachon schema [0]. It is important to point out that this schema represents a substantial reduction in sive from the original CMV. The InterMED contains about 3,000 concepts, white the OOMVR schema has merely 39 area classes approximately a 75 -to- 1 reduction. This ratio is high since, by the "Uniqueness of Property Tmtroduction" Rule, each property can be introduced only at one node in the CMV. Thus, the mmber of diferent properties is an upper-bound on the number of property-introduction arens und , heir corrosponding classes in the schema.

The sehoma can aid in the comprehension of the vocabnatary and help a vocabulary administrator uncover problems in the modeling [7]. The same methodology was also carried out with respect to the entire MED which contains


Figure 2.3 OOHVR Schema
approximately 46,000 concepts. There, the schema comprised about 90 classes, and the ratio was about $500-\mathrm{to-1}$.

### 2.5 Modeling CHREF-I and CHREF-II into OOHVR

### 2.5.1 CHREF-I

The National Drug Code system was ostablished as an essential part of an out-ofhospital drug rembursement program under Medicare. The purpose of NDC was to provide a universal product identifier for preseription drugs. It contains information about most frequently prescribed drugs.


Pigure 2.4 CHREF-I schema strmeture

The Directory is migimally composed of fom differom seetions indexed by differend keys. We amalyed dho dimedmy data aken from a hoapial. Tho Drage Classification provided the basis to build the schema. The classification places the drugs and their NDC codes into a hierarchical structure. We took that structure as our structural schema, and name the database CHREF-1. The schema contains a four
level hierarchy, the root of which is Drug and the second level is major drug classes, which places drugs in therapeutic or pharmacological classifications. The major classification is further divided into minor classes which contain actual instances of drugs. In the fourth level of the hierarchical structure, classes exist which actually are inheriting from more than one class in the third level. In Figure 2.4 the general sketch of the schema is shown.

### 2.5.2 CHREF-II

After analyaing the data in the NDDF that we recieved from First Data Bank for NDC in the form of a relational database, we found that drugs can also be classiffed by their IIC (Therarchical Ingredient Code) which actuatly maintains the Drug chassification according to their ingredients.


Pigure 2.5 CTREF-If schema structime

This hierarchy was also maintained as a three level tree. To map the classification to OOHVR we built a four level schema, starting from DRUG as the root. The second level represents the Organ system, the third level is the pharmacological
class of the drug and the fourth level represents the therapeutic class. No intersection classes were found in this hierarchy since it is a tree. We built the schema under the name CHREF-II.

The next chapter will present detailed discussions about the design of preprocessors for all of the above mentioned Schemas.

## CHAPTER 3

## PREPROCESSOR DESIGN AND IMPLEMENTATION

### 3.1 Practical Realization of the OOHVR Implementation

Our method of mapping a controlled vocabulary onto an object-oriented database can be applied not only to a medical vocabulary, but to any semantic network-based vocabulary, as long as the "uniqueness of property introduction" rule is satisfied. For the medical domain we used in our research, OOMVR can be built from seratch. Existing vocabulary sets, e.g. InterMED or MED, can be loaded into the OOMVR as well.

### 3.1.1 The Need for the OOHVR Generator

For loading existing vocabularies which are usually stored in different formats, the preferred approach would be to design a miversal loader. Otherwise, for anch vocabulary format, we would have to write a corresponding program to load it into the OOIVR. We approximated the miversal loader, which we call the OOMVR generator, by modular design. For loading a different format vocabulary, only one program component, the Preprocessor, in the OOMVR generator nedti to be rewritien and the rest of the program modules can be rensed.

The MED and TnterMED are too large, and tho OOMVR schema is toocomplex, to consider creating the schema and the data defnition languge (DDT) statemonts for generating it by hand. Rather, it is necessary to nse a program vat. Gansforma the MED or InterMED into an appropriate set of DDL statements. Even if one wonld consider creating the schema manally, it is expected that the database and oven the schema will change on a regular basis, as the MED and IntorMED are constantly growing. In addition, the task of dealing with the schema is made more difficult by the length of many of the class names. Currently, the longest class name has 47


Figure 3.1 Schematic Figure of the whole syatem
characters and as such is not easily rotyped. Noroover those chas manos contain complox medical terms which again are not easily rotyporl.

Some of the concept names of the literMED contain special diaracters such as " $"$ " " ", ",", etc. which are not pormithed in $\mathrm{C}+\mathrm{t}$ chan manes. Deating consistently with those is much easier for a generator than for a loman programmer. This atife another argument for the need for the OOAVR generalor. In the next subsection, we will describe the format of the input data. Then we will advance to the OOMVR. generator functionality.


Figure 3.2 Schematic Figure of the Pre-processor

### 3.1.2 Preprocessor Description

The preprocessor is the part of the OOIIVR generntor which Pre-process the data in different formates and converts it into a common format from where the OOAFVR generalor can generate code for schema loading. Preprocessor takes schema dependent fles as input and generates three files which will be used for generating schema code by the OOITVR, generator. Figure 3.2 shows the procoss. Last section summarizes the layout of those files. Every preprocessor also generates three files which are used for creating instances of objects.

### 3.2 Processing Details

### 3.2.1 Implementation of Intersection Classes in ONTOS

If one draws the OOTMVR as a graph then this graph has many nodes with several parents. An example of a chas with two paronts is the Chemical Area. The preprocesor is complicated by the occumence of a dase with several paroma. The actual difficulty is not caused by the two parents, but by any common ancestor of those two parents. However, this always happens in the OOIFVR schema due to the existence of the class Entily_Area as its unique root. Since Entity_Area is a


Figure 3.3 An example of multiple-inheritance in the ThterMED
persistent class, all its descendants are also persistent classes which we want beeause ONTOS uses inheritance to make classes persistent. In Figure 3.3, Chemical Area has two parents which have a common parent Bulity-Area. C+t permits two solutions for such cases. Th one solution, the structures corresponding to the common ancestor are duplicated. This leads to considerable waste of momory. For InterMed, we estimated that the waste of memory is as high as $60 \%$ for the Acetaminophen_Codeine_Tablel_Preparation_Area. The other solution makes nee af the $\mathrm{C}+\mathrm{t}$ virtual superclass construct. Unfortmately, by dio symax of $\mathrm{C}+\mathrm{t}$, we cannot instantiate any virtual class, which means Eutily-Area camot have any instances and this is not true in the OOITVR.

To deal with this problem, we have conserveted a "diamond enting ngonithm" which eliminater paths that have common ancestors. The dotails of tho algoriflim are given in the next section.

Another problem that we had to solve is as follows. Every relationship is introduced in a certain class and points to a particular class which is called the target


Figure 3.4 The result of applying the diamond cutting algorithm to Figure 3.3
area. If we have a relationship, $R$, which uses Etiology_Agent Area as the target class then the extension of Chemical Area shomld contain the candidate targets. However, Chemical Area is not pointing to Eliology Agen Area from the DBMS's point of view. Any references to the instances of Chemical_Area will be consideral an error. Our solution for this problem is to change all the relationship target. areas to the root class, Enily, Area Luckily we can store this information in the shadow mela-schema. Any setup of relationships will have no problems from the database management system's point of view. The correcthess of tho target areas for relationships is ascertained by chocking the shadow meta-schema information.

### 3.2.2 Diamond Cutting Algorithm

As discussed carlier the algorithm basically oliminates pathe that have common ancestors. The information loss which may happen is avoided by creating a copy of the class that has become unreachable by this operation. We call this copy "primed class" or "shadow class" of a node. For example, in Figure 3.3,

Etiology_Agent_Area is initially a parent of Chemical_Area. After applying the algorithm, Etiology_Agent_Area_P becomes the shadow class of Etiology_Agent_Area and a "primed parent" of Chemical_Area.

The shadow class has no connection to the persistent superclass, and therefore the original problem is eliminated. It also has all the properties of the node it is copied from, so that the node with multiple parents is till inheriting the right set of properties as shown in Figure 3.4. As the shadow chass is never instantiated, it does not need to be persistent.

Computationally, whenever the edge between an area and one of it's parent is cut, we transformed that parent. from the parent-set of the class to its primed-set. We also add ancestors (persistent as well as non-persistent) of that primed parent to the primed-set of the intersection class excluding the root of the diamond.

For instance, in Figure 3.5, when we cut the odge between $G$ and $F$, to prevent. G from losing propertios that were introduced in $F$ we make a copy of the class $F$ called $F^{\prime}$ and make it a parent of $G$. By cutting the edge we lost the properties of $E$. and A. So, we make a copy of E too and make it a parent of G . Since A is root of the diamond, it's properties will be inherited via the other path through $D$ and so we don't need to diplicate it.

The same solition is nsed whercever intersection classes occurs in any of the schemas. As mentioned in the last chapter we come across with intersection dasses in ThterMED, MED and CHREF-T. Mence the Diamond cuting algorithm was nsed in their pre-proceseor.

### 3.2.5 The InterMED and The MED

Due to similarities in the sonree of MED and ThterMED we have deeded to put. the pre-processor information for them together. The InterMED and MED have the same disk-resident format consisting of two files: slof file and flat file. The MED


Figure 3.5 Advanced diamond cutting
is much larger in both slot file and flat file beeane the MED has over 16 times as many concepts as the TnterMED. In this section we simply use the smaller one, the InterMED, as the example to diseuse the process of generating the OOITVR. The first file, the slot file, describes all the atributes and relationships typer of the IntormED. Every athribute (or relationehip type) is deseribed by one line in the slot file. As of this writing, there are 52 lines in the slot file. Figure 3.13 (a) shows the first couple of lines of the slot file. The fields in the slot file are separated by commas. The first field is the slot number. The second field is the slot name and the third field is the
concept number which introduces this property. Attributes have a string in the last field while relationship types leave that field empty. The remaining four fields are irrelevant to this discussion.

| 0,"MED-CODE", $1,-1,0$, "IDENTIFIER" | 1,1,"T071" |
| :---: | :---: |
| 1,"UMLS-CODE", $1,-1,0$, "IDENTIFTER," | 1,2,"ENTYTY" |
| 2,"NAME", 1,-1,0,"SYNONYM" | 1,4, |
| 3,"DESCENDANT-OF", 1,0,0,-2, | 1,5,"MEDICAL ENTYTY" |
| 4,"SUBCLASS-OF", $1,0,0,-1$, | 1,6,"Entity" |
| 5,"SYNONYMS",1,-1,0,"SYNONYM" | 1,7," The class of all concepts |
| 6,"PRINT-NAME", $1,-1,0$, "SYNONYM" | the collaborative vocabulary knowledge" |
| 7,"DOCUMENTATION", 1,-1,0,,"LONG_STRING" | 1,8,"" |
| 8,"SNOMED-CODE", $1,-1,0$, "IDENTIFIER" | 1,23,"1" |
| 9,"WAS-RESULT", $3,1,1,10$, | 1,49,"' |
| 10,"RESULT-OF",28,0,1,9, | 2,1,"" |
| 11, "HAS-SPECTMEN", 4, 1, 1,12, | 2,2,"Procedure" |
| 12,"SPECIMEN-OF",29,0,1,11, | 2,3,1 |
| 13,"SUBSTANCE-MEASURED",5,1,1,14, | 2,4,1 |
| 14,"MEASURED-BY",30,0,1,13, | 2,5, " ${ }^{\text {a }}$ |
| 15,"TIAS-PRECTSION", $5,1,1,16$, | 2,6,"Procedure" |
| (a) InterMED.slot file | (b) Tomerned flat file |

Figure 3.6 The ThterMED source files

The second file, the flat file, deseribes all the detaik of the data in the Tutermen and currently contains over 43,000 lines. Figure 3.13 (h) shows the first conplo of lines of the flat file. Eesentially, an entry in the flat file consists of three olementa. The first element is a concopt number, a mumber representing one of the concopts in the semantic network. The second inmber is a slot mumbor which stanta for one of the relationship types or athibutes and is therefore an index into the alot fite. The thitd element may be another number (for a different concopt) denoting tho referent of a relationship. For an attribute, the third element is a primitive value, represented as a string type. For instance, the line $2,2, "$ PR.OCEDURE" means that the concept 2 is named "PROCEDURE" and the line 2,4,1 means that the concept 2,

PROCEDURE, has the "SUBCLASS-OF" relationship (4) to concept 1, ENTITY. The MED has 160 lines in its slot file and around 950,000 lines in its flat fle, and is constantly growing. More details are irrelevant for this paper and will be omitted.

The Preprocessor uses these two fles to generate three types of intermediate files: $D B L O A D$ fles, instances_classes file, and new flat files. There are four DBLOAD files, one instances_classes file, and two neu flat files. The DBLOAD files contain all the information necessary for generating class declarations for the area classes. They are sent to the Program Generator which generates the necessary DDL statements for generating OOMVR, as well as Concept Crealor, and Property Louder. The instances_classes file contains the information for instantiating all concepts and is used by the Concept Creator. The new flat files contain the information for loading the property values and are used by Property Looder after Concept Creator instantiates all concepts.

The spirit of the Object Oriented paradigm bas been adopted even while preprocessing the data files. Two major entities in our database are terms and arens so they have been defoned as chasses in $\mathrm{C}++$ program. The area chas is made a subclass of the term class because it is a superset of term chase. A set class was used to maintain the set of parents and chiflren of a term and area for that my Get.h. The library used was previously developed by $R$. Singh for developing the futerMED pre-processor. Using a set as a container of parents, slots, ancestors and primed-seta etc. provides an ability to apply powerfil mathematical set operations like Union, Intersection and Diflerence cte.

We have differentiated between Area and Tutersection Area in the has chapter so the hirst task of a pre-proceseor is to identify the list of Arean and Moterection Areas. The list of Areas can easily be generated from MED slot or InterMFD.slot since it contains the information about the term where each attribute or relationship was first time introduced. The third column of slots contains the term number where
the property was first time introduced. The function Create_Areas_From.Slotsfiles in the program goes through each and every slot in the slot file and generates the list of Areas as an array of Area Objects and returns the count of total areas found.

Finding Intersection Areas is a difficult task, since the source files doesn't contain the information directly. The fact that there can be multiple intersection areas having exactly same set of slots lead us to maintain another file called intersection file. The file contains the root of the intersection areas and their parents.

2, BODY SUBSTANCE, 2672, 50
43. CHEMICAL, 50, 135

1080, WHITE PIEDRA, 1067, 2691
1179, CHARACTER STRING RESUI.T, 1178, 32431
1712, ALLEN SERUM AMYLASE MEASUREMENT, 144, 2248
2315, ELECTROCARDIDGRAM, 2314, 24466
2548, HEART DTSEASE, 10016, 1178
2672. PHYSICAL ANATOMIC ENTITY, 14, 32291
2691. MICRODRGANISM, 315, 135, 50

10014, PULMDNARY COLLAPSE, 21878, 10016
1.0046, PYOPNEUMOTHORAX, 1067, 10014

10055, CALCIFICATION OF PI.EURA, 10016, 35232

Figure 3.7 intorsection_info a snapshot

The function Add Inter Areas. Frominterfile reads the intersection file and wde the intersection areas in the array of Areas. The next step is to maintain the hiemathy of Areas from the Area Array. The function Create fiomarchy takes the army of areas and generates the set of parent and children areas for each aron i.e. make the whole hierarchy. If an Area $X$ contains all the properties of area $Y$ plus the mropertion introduced by itself, then Area $X$ is a child of Area $Y$. This logic is ued to genemate the set of parent and child areas of an area while for the intersection Areas the information form the intersection file is used for making the hierarchy.

After making the hierarchy of Areas in memory as an array of area objects, the output files can be generated. Each area object contains the set of parents, children, and properties etc. Create_DBLOADx (where $x$ can be 0,1,2 and 3) functions generates corresponding DBLOAD files. A function INST is designed for generating instances of the Areas

### 3.2.4 Intermediate File

Many intermediate files are generated for MED, TnterNED preprocessor use. Following is the information and format of those files.

The names of files are

1) NewInterclasses.attrib
2) inter_info
3) MED names
4) Term names
5) MED.slots

Description of files:

1) New Interclasses.attrib

This file contains the first two fields of the actual flat file only for Intersection Areas.
Fomat :
medcode slot_id

Example :

11
12

1. 4
2. 5

16
17
18
150
151

```
How to create the file:
```

The file can be created by using the program gen_interinfo.cpp Which takes the area hierarchy and NEWMED from the MED.latest directory as input File and generates this file.
2) inter_info :

The file contains the area information.

Format :
med_code, Name , parent1, parent2, parent3, .
Example:
2, BODY SUBSTANCE ,50,2672
14. ANATOMIC ENTITY, 1

43, CHEMTCAL ,50,135
49, SPECTMEN 1
50, MEASUREABLE ENTITY, 1
75, MENTAL OR BEHAVIORAL DYSFUNCTION , 76, 21762
76, DISEASE OR SYNDROME , 1
83, Laboratory or test result , 1
93. Laboratory dtagnostic procedure , 94

94, DIAGNOSTIC PROCEDURE , 1
135. ETIOLDGIC AGENT : 1
144. CPMC laboratory diagnostic procedures 93

315, CULTURE RESULT , 35878
1035, CULTURE PREFTX RESULT , 315
TO CREATE THE FTLE:

The file can be created by using the program gen_interinfocpp Which takes the area hirarchy and NEWMED from the MED Iatest directory as input File and generates this file
3) MED.names \& 4) Term.names

```
                Files contains names of all terms and Areas. Only difference is
                in MED.names all "(",")","-" etc. are converted to "_".
                    FORMAT:
                    med_code names
                Example:
                    1 MEDICAL ENTITY
    2 BODY SUBSTANCE
    3 BODY SPACE OR JUNCTION
    4 EMBRYONIC STRUCTURE
    5 CONGENTTAL ABNORMALITY
    6 ACQUIRED ABNORMALITY
    7 ANATOMTC SYSTEM
    8 BODY PART, ORGAN, OR ORGAN COMPONENT
    9 TISSUE
    10 CELL
        TO CREATE THE FILES :
    gen_names.cpp program can be used which takes NEWMED
    as input and generates both files.
5) MED.slots
    It is the slot file from which all "," and " (QUOTs) are delated.
        FORMAT:
        slot_code glot_name term# unknown Attrib-lelation
    Example:
        O MED-CDDE 1. -1 0 IDENTTFIER
1. UMLS-CDDE 1 -1 0 TDENTIETER
2 NAME 1-1 0 SYNONYM
3 DESCENDANT-OF 1 0 1-2
4 SUBCLASS-OF i. 0 0-1.
5 SYMONYMS 1. -1. 0 SYNONYM
6 PRINT-NAME 1 -1.0 SYNONYM
7 HAS-PAMTS 1. 1.1 8
8 PART-DF 1 0 1 7
Q CPMC-LAB-PRDC-CODE 1.44-1 0 TDENTTFTER
10 SERVTCE-CODE 144-1 0 TDENTTFTER
11 CPMC-UNIT-NAMES 144 -1 0 NAME
12 CPMC-LAB-TEST-NAMES 2248 -1 0 NAME
13 SPECIMEN-OF 49 0 1 14
14 SPECIMEN 93 1 1 13
```

| CODE | CLASSIFICATION |
| :--- | :--- |
| 0100 | ANESTHETICS/ADJUNCTS |
| 0117 | ANESTHETICS, LOCAL (INJECTABLE) |
| 0118 | ANESTHETICS, GENERAL |
| 0119 | ANESTHESIA, ADJUNCTS TO |
| 0120 | MEDTCINAL GASES |
| 0121 | ANESTHETICS, TOPICAL |
| 0122 | ANESTHETICS, OPHTHALMTC |
| 0123 | ANESTHETICS, RECTAL |
| 0200 | ANTTDOTES |
| 0281 | ANTTDOTES, SPECIFIC |
| 0283 | ANTIDOTES, GENERAL |
| 0285 | ANTITOXINS/ANTIVENINS |
| 0286 | ANAPHYLAXIS TREATMENT KTT |
| 0300 | ANTTMICROBIALS |
| 0346 | PENTCILITNS |

Figure 3.8 A drugelass_table Snapshot.

## TO CREATE File:

gen_medslots.cpp program can be used to get this file. The program takes NEWSLIOTS as input.

## $3.2 .5 \mathrm{CHAEF}-1$

To maintain similarities in preprocessor code we designed same lype of function for CTAREF-I as well. Writing a pre-processor for CTMREF-I is rolatively a simple task due to lower complexity of it's selioma. The drugelast mble contang the information about ench drug. The program reads the drugs information from this file and maintains an array of Areas. An Area with UNKNOWN_NDC_CT_ASSIFICATION is created for the NDC-codes which do not fall into any classification.

Figure 3.9 intersection_classes mapshot.

We maintain an "intersectioncolasses" file for the intersection classes. The next. step of the program reads the information about the intersection clases from the file and adde them in the array of Area Objects. Figure 3.9 shows one intersection class per line. The file doesn't give names to the classes so we build the names of intersection classes by concatemating the names of all paronta classes of an intersection class. The Makelierarchy function makes the hicrachy by adding the valuea in we parents and children sets. The hierarchy is buite on the biases of the code. R.g. if the last two digits of the code are 00 that means the class represents the major deus chass while if the last two digits are not (00, the class belongs to the thind level of tho schema hicrarchy. In Fighre 3.8 code 0100,0200 and 0300 reproment major claston white all other not having the last two digits 00 belong to the minor chasification. The fourth level of the schema hierarchy is the intersection classes. GenerateDbloads generates all the output files while INST generates the files for creating instances.

```
1 A
2 A1
A A1A
4 A1B
5 A1C
6 ~ A 1 D ~ D
7 A2
8 A2A
9 A4
```

Figure 3.10 hic_class smapshot.

### 3.2.6 CHREF-II

CHREF-II preprocessor is simpler than other preprocessor. Since are no intersection classes in CAREF-II schema we no don't have to apply the diamond cutting algorithm. It just takes the IIIC hierarchy i.e. represented by the code of the chasses. If a clase has only one character code than it helongs to major classes i.e the second level classes. The hiceclass file contains the list of all codes and their class mumbers. The file thblic.txt contains the names of those drug dasses. The program reads the herarchy from the hic class file and the name of the drug chases from the thlltie.txt. fie and generates the DBLOADX files. For instances the INGT function lakes attributes files input and generates inst.ont, of 2 and 03 files.

### 3.3 Ontput Files Format

## 3.3 .1 DELOAD $X$

There are fon DBLOAD files generated by the preprocessor. All filan have the amme structure. All concept has their attributes and relationships, in the DBLOAD files in the following format.

```
MEDICAL_ENTITY_AREA
O
7
MED_CODE
UMLS_CODE
NAME
SYNONYMS
PRINT_NAME
MAIN_MESH
SUPPLEMENTARY_MESH
5
DESCENDANT_OF MEDICAL_ENTITY_AREA
SUBCLASS_OF MEDICAL_ENTITY AREA
HAS_PARTS MEDICAL_ENTITY_AREA
PART_OF MEDICAL_ENTITY_AREA
SUPERCLASS_OF
```

Figure 3.11 DBLOAD.X mapshot.

```
CONGEPT NAME
Number of Subclasses
Names of Eubclasges each on different Iine.
Number of Attributes
Name of Attributes
Number of Relationships
Name of relationships
```

Above entry shows that ENTITY AREA has 0 mimber of parants, 7 atowhutus which are listed on next 7 lines, has 5 relationships listed with target chases.

The DBLOAD of file contains the area list before applying the diamond enting algorithm, white DBLOAD_I contains the area list after the diamond conting algorithm. DBLOAD 2 contains list of shadow areas. DBLOAD 3 comaing all the areas in DBLOAD_0 but areas also contain the properties they inherit, from their parents.

```
SINGLE_RESULT_LABORATORY_TEST_AREA CHEMISTRY TEST
SINGLE_RESULT_LABORATORY_TEST_AREA INTRAVASCULAR CHEMISTRY TEST
SINGLE_RESULT__LABORATORY_TEST_AREA WHOLE BLOOD CHEMISTRY TEST
SINGLE_RESULT_LABORATORY_TEST_AREA PLASMA CHEMISTRY TEST
SINGLE_RESULT_LABORATORY_TEST_AREA SERUM CHEMISTRY TEST
SINGLE_RESULT_LABORATORY TEST_AREA TNTRAVASCULAR SODIUM ION TEST
SINGLE_RESULT_LABORATORY_TEST_AREA WHOLE BLOOD SODIUM ION TEST
SINGLE_RESULT__LABORATORY_TEST_AREA PLASMA SODIUM ION TEST
SINGLE RESULT IABORATORY TEST AREA SERUM SODTUM ION TEST
SINGLE_RESULT_LABORATORY_TEST_AREA IMMUNOLOGY TEST
SINGLE_RESULT_LABORATORY_TEST_AREA COAGULATION TEST
SINGLE_RESULT LABORATORY TEST AREA CELL AND ARTTFACT TEST
SINGLE_RESULT_LABORATORY_TEST_AREA MICROBTOLOGY TEST
```

Figure 3.12 inst out snapshot.

## 3.3 .2 inst.out, 0.12 and 03

These files are nsed to gencrate instances of the areas. instomb contains the name of the area an object belongs to and the value of its key field. Fach line of inst.ont represent an object. The format of the lime is

```
<AREA NAME> <KEV FTEID VALUE>
```

In Med and Intermed the keyfied is the mane of the concept. white in CIMRPF-T and CTREF-TI it is the NDC-CODE of the drug.

012 and 03 contain the valies of othor attributes of the objects. ol 2 comtains the name of the attributes and Object identifier.

```
&NAME OF AREA> SObject Identifier>
```

Rach line in ot has a corresponding line in 03 which contains the vatue of the attribute.

```
<Value of the attribute listed in o12 file>
```

```
UMLS_CODE ENTITY T071
NAME ENTITY
SUBCLASS_OF ENTITY
SYNONYMS ENTITY
PRINT.NAME ENTTTY
DOCUMENTATION ENTITY
GNOMED_CODE ENTITY
CPMC_CODE ENTTTY 0
CATEGORY OF ENTITY
CATEGORY_TYPE ENTITTY
SUPERCLASG_OF PROCEDURE SPECIMEN COLLECTION PROCEDURE
```

Figure 3.13 The ThterMED somice files

## CHAPTER 4

## DESIGNING A VOCABULARY CREATOR

### 4.1 Introduction

Development and research in the medical industry produces new concepts and terms in the subject. An interactive tool is necessary to allows a medical expert to add new concepts and relationships to an existing rocabulary as well as to create a new vocabulary from seratch.

When a user starts creating a vocabulary he/she starts by defining a set of terms/concepts. Then he/she adds relationships and attributes to the concepts, which leads him to a semantic model or a conceptnal representation of the subject knowledge. In the process a user has to face a mumber of chatlenges. Mo has to create and organize a large amount of concepts. Me has to assure that each concept contains the attributes and relationships necessary to represent that concept in the subject fold. To accomplish this the user must have a solid grasp of the overall strueture of the vocabulary.

A Vocabulary usually contains at least hundreds of concepts and can grow up to tenthe of thousands. Remembering the name of just a fow dozen of these mad the relationshipe betweon them may be troublosome. With the increase of vocabulary size, comprehending the structure becomes ahmost impossible. A graphical view of the vocabulary can provide an easy to visualize tool for the vocabulary creator. That is why we decided to provile a graphical heer interface for on IVC (Interactive Vocabulary Creator).

As dischased earlier the vocalularios should provide an easy to accese knowledge. The internet is a way which can provide easy and world wide necent to knowledge. We decided to use WWW as a medium of distribution for our IVC. Section 4.2 provides background of WWW systems. Section 4.3 gives a brief idea about which
are the essential features of IVC. Sections $4.4,4.5$ and 4.6 deals with design issues in details.

### 4.2 Background of WWW

The World Wide Web architecture was developed by Berners-Lee [13] and is based on a generic object-oriented protocol, the Hypertext Transfer Protocol (IITTP). This protocol manages requests in the form of a Uniform Resource Locator (URL) and delivery of information as Multipurpose Internet Mail Extension (MME) objects. The most common objects delivered by the HTTP protocol are documents writ.en in the Hypertext Markup Language (HTML), a subset of the more general Standart Generalized Markup Language (SGML) [1]. MTML adds structure to ASCII text. documents, and WWW browsers (such as Mosaic or Netscape) use this structure to display the text in a graphical mamer. Beyond designating the atrueture of the documents, MTML provides a syntax for embedding graphics, images, sounds, and video, as well as hyperinks to other documents [13].

One of the main tenants of the IITTP protocol is that it is stateless: after the HTTP server returns the requested information, the session is termibated. No information about the state of the nser is mantained. Becanse many interactive processes require maintenance of state information, levelopers have mantained state information in hidden fields of TTTML foms or in the databases residene on the server [5].

To support the processing of heer input, the Common Gateway Interface (Ca才) standard was developed. This standard assures that. WWW hrowsers, TTTTP nervers, and external processes commamicate using a standard set of parmmeters. When a hyperlink or HTML form is used to initiate a CGI process, the HTTP server receives the request, starts the CGI process with the parameters submitted by the user, waits for the output of the CGI, and delivers the output to the browser. The CGI
application can use the supplied parameters to perform almost any task: make a database query, amotate a document, or send an electronic mail message.

Another drawback of HTML is, one can not design user interfaces for which complex client side computation and display is required. Java provides the solution to this limitation. Java has the capability of virtually handling any kind of complex interface. We decided to use Java based client, for the Creator. To make the data persistent Java still needs some interface to talk to the server. We used CGIs as our interface. Other possible interfaces are diseussed in chapter 5 .

### 4.3 Essential Features of a Vocabulary Creator

A vocabulary creator should have the following features as a minimum.

- Add/Delete/Edit a Concept to the vocabulary.
- Add/Remove/Edit an attribute of a concept.
- Add/Remove/Edit values of the attribute.
- Add/Remove/Edit Relationships in a concept.
- Add/Remove/Edit Relationehips values.

Other features includes a good search meehnuism, which allows a user to retrieve information from the vocabulary.

We started to develop a creator initialiy with the essential requirementa.

### 4.4 System Architecture

The architecture of the TVC is compored of five rombonents

1) A Java Based WWW Browser
2) An HTTP Server


Figure 4.1 Arehitecture of IVC
3) CGI Mediator
4) APIs

## 5) OOTIVR

The following steps are followed in response to a user's request. A user activates a request e.g. a new Concept addition, from the Java based browser. The browser activates the CGT mediator on the IITTP server by using the IITTP protocol. CGI Mediator which calls the corresponding APTs for the request and these APM actually communicate with the ONTOS database to make changes accordingly. If the request is a query from a user than the resulting data is passed back to the CGI program, which delivers the data to the ITTTP server, and it is sent back to the Chent. Detailed information about CGI, APIs and OOTIVR is given in the next section. A Java based browser design is discussed in section 4.6.

### 4.5 Back-End Design

### 4.5.1 OODB Schema for a General Vocabulary

By using the Creator one can build any kind of vocabulary. We designed a schema which can allow editing of a general semantic network. We decided to use a relatively simple schema, which is shown in Figure 4.2. Any concept would be an instance of


Figure 4.2 Schema for a general Vocnbulary for IVC

MV_Concept which has Name as an attribute. It contains a set of MV_Property. The MV_Property is a base class for MV_Atribute and MV_Relationships, it contains the Name of the property. MV Attribute has attribute value which actually saves the value of attribute. MV_Relationships has a reference to a target concept for the relationship. Since MV_Concopt contains a set of Propertics it, can have more than one Attribute and Relationship.

### 4.5.2 API Design

Application programmers Interfaces (API) are functions developed as a library. They provide an easy access to the database for an Appheation programmer. We have designed a set of APle for all posgible editing or browsing requests. Thege APla call the ONTOS database to provide a desired fimetiomality. A lise of the APle is given in APPENDTX C.

### 4.5.3 Common Gateway Interfaces

CGIs are a main component of the Creator. They provide an interface between the APIs and HTTP server. As discussed before, the CGIs are the programs which provide dynamic data to the Web. Our CGIs has to perform the requested APIs. To
accomplish that, we designed a protocol for client and server synchronization. First we'll provide the general details about the CGIs. Then we'll discuss the Protocol we have adopted for the client and server synchronization and error checking.

CGIs are executable programs which are executed by the HTTP server upon request of the client. They can take data in two different ways. They can give back results in only one way i.e writing to the standard output. Data input to CGIs can be given by Standard input (POST Method) or by enviromment variables (GET Mthod)

Environment variables are good for the cases when one has to transfer a smaller amount of data to the CGIs. Because of our data sire we decided to use Standard Input (POST Method) for providing data to CGIs.

The client actually prepares for a comect string i.e. a (Universa) Resonrce Locator) URL. A URL contains the type of protocol to be used, the server to be comected, name and path of CGI program and a list of paramoters to be passed to the CGI program. We used the IITTP protocol as our connection protocol.

For example a server name is object.mititedn:2000 (where 2000 is a port number of the ITTTP server), and the CGI program is ooher/oohvregi and we have to past variables $\mathrm{NAME}=\mathrm{Text}$ and EMAIL=xy\%homernitedu to CGT. Then the URI. would be
hitp://object.njit.edu:2000/oohwr/oohwr.cgi?NAME=Text\&
EMAIL=xyq@homer.nijit.edn
More than one parameter can be paseed by " 8 " separated strings. The Text here is the value of the parameter, which shonld be in an cncoded form. The encoded form is to change all spaces to " + " and apocial characters in hexadecimat number representing ASCTT code of the charater. This whole creation of URL is done on the client side. The above URL would instruct the IITTP server to run the program oohvr.cgi and pass NAMF=Text\&EMAIL=xyz@homer.njit.edu to the
program, which reads this string from the standard input. After performing the desired request, the is output on standard Output.

To call the APIs from a remote side, we take a variable name FUNCTION. The value of the variable would tell the CGI program to call a specific APT. Let us suppose to run an API ListAllConcepts, the URL would be
http://object.njit.edu:2000/ôohr/oohur.cgi?FUNCTION=ListAllConceptes.
The CGI program in the begining will see the name of the function from FUNCTION variable and would call MV.List All Concepts. The result of the API is sent to the Standard Output which would be redirected to client by the IITTP server. For the APIs which need some parameters to be passed to, they are passed by using the Name=Value. E.g. to call List, AllChitern the API need the name of the parent concept: so the URL would be constructed as following
hitp://object.njit.edu:2000/onohvr/ooher.cgi?FUNCTION=List AllChildern SPARENT=ENTTTY

If an API requires more than one parameters the parameter are sent by concatenating desired parameter names and their values at the ond of URL proceded by "\&" sign.

The CGT retmrns OK in first line of output to represent that tho request han been fulfilled. If the first line doesn't comtain ()K, then that means there is some error occurred. To this case the first lime represents the Error message. In the case of a successful query the lines followed by OK contains the results of the query. If there is nothing after the OK line, that means the data is not avalable or the request was just an edit operation to be performed.

### 4.6 Front-End Design

### 4.6.1 The Notion of Neighborhoods

One of the problems that we had to face was how to display a vocabulary. Our initial choice was to use a graphical display of the vocabulary network which shows whole vocabulary on the screen. We have built an experimental layout algorithm and fed it the InterMED hierarchy, i.e., all the nodes and the IS-A connections between them, but no attributcs and no relationships. The result was a picture that was too overwhelming to be of any use [11]. It can be described as having a conter that is entirely black with no recognizable features whatsocver. In addition, the layout algorithm was intensive in computational time.

The general problems we face in viewing a graphical diagram of a vocabulary are large scale and high complexity, particularly in comparison with the limited size of display media (e.g., a computer sereen) and limited human-comprehension capacity. The complexity issue was previonsly discussed in [12], where the ratio of edges to nodes was proposed as a quantitative monsure of diagram complexity. Even if we can display a diagram of, say, 50 concepts and 200 comnecting relationships (lines) on a single page of paper or on a monitor, such a diagram is overwhehning to most users. And 50 concepts usuatly represents a small fraction of a CMV.

To cope with these difficulties, we define the notion of variona forms of concept neighborhoods (or neighborhoods, for short) in CMV diagrame.

Defnition (Neighborhood): The neighborhood of a concept V in a CMV diagram contame $Y$ and $V$ ghidren and parents (with resper to the IS-A herardy) as wed as any concopts related to F via nom-himerarhical rolationships.

Definition (Two-level Neighborhood): The two-level neighborhood of a concept $V$ in a CMV diagram contains V's neighborhood and V's siblings, grandparents, and grandchildren (with respect to the IS- $A$ hierarchy).

Definition (Indirect Ancestors): The indirect ancestors of a concept $V$ are the ancestors of $V$ excluding $V$ 's parents.

Definition (Indirect Descendants): The indirect descendants of a concept. $V$ are the descendants of $V$ excluding $V$ 's children.

Definition (Extended Neighborhood): The extended neighborhood of a concept $V$ contains $V$ 's neighborhood and $V$ 's siblings, indirect ancestors, and indirect descendants.

Note that these defimitions are valid both for the concept. diagram and the area class diagram of a CMY when it is modeled as an OODB, as discussed in the previous section. We refer to the respective neighborhoods as concept neighborhoods and (area) class neighborhoods when it is necessary to draw a distinction.

A neighborhood diagram displays only a portion of limited size and complexity of the entire CMV diagram, and thus affords a user a much more comprehensible view. As we will explain later, navigating throngh a CMV network via sucessive "center" shifts from a concept to another concept in its neighborhood facilitates search traversals.

To nse an analogy, navigation is like looking at the might sly with a telemeone that magnifies a small portion. By moving the telescope slowly, the astronomer achicves a "sliding" clear view of a substantial portion of the sky. The uses his limited view to obtain an overall view and foens in on ofgects of interest.

The varione kinds of meighorhoods give the neer of the vocabulary flexibility in the choice of "focus." At each stage, a neer can select a suitable view based on the size of the neghborhood and the desired infommanio. For wample, if a concept's neighborhood contains only six nodes, the user might choose the two-level neighborhood or even the extended neighborhood. On the other hand, for a large neighborhood, the ordinary neighborhood display might be more appropriate.

There are, however, problems in creating such an interface to the CMV:

1. The number of children of a concept might be so large as to not fit on the screen.
2. The neighborhood layout may be time consuming to generate on demand as it could differ considerably from the layout of the same concepts in the context of the whole vocabulary diagram.

It is clear from the above discussion that nothing is perfect in terms of a good view for the user. So we decided to give the user a choice of more than one type of views. A user in the start of the program will see only the root and the first level of the vocabulary. That means only,first level neighor will be shown while the root is the focused element. After that a user can expand any child of Root to see the second level neighbor i.e. one can view the vocabulary as needed.

To decrease the complexity some other views are provided 10 a user in which 1) First Level Neighbor, second level neighbor, ancestorial view and descendent viow. The ancestor view starts from the bottom and gocs uf to the root of the vocabulary This would be a somewhat simple view because usuatly a concept doon't have many multiple parents. Descendent view starts from the given concept and goes all the way to the bottom. We can say it is a top to botom view. We are plaming to have n-level neighborhood view in which a neer can give it as a parameter and the program generates the view.

### 4.6.2 Programming Detaile

The gkeleton of the program consists of thee main parts.

## API Calling Component.

Layout Manager.

User Interface.
We will discuss them separately.

### 4.6.2.1 API Calling Component

This component basically provides an interface to the CGIs discussed in the previous section. The component is designed as a separate Java class OOhvCCII. It provides all the APIs to other components. Other components of the program would call those APIs just like they are calling APIs from a local system. It provides a transparent. interface to Server APIs. Due to this reature it can be changed with any other interface, like RMIs or CORBA and we don't have to change other components of the program.

The OOhvrCGI contains all available APIs dedarations with the same mumber and types of parameters as they are for APTs. Those API functions basically build the URT, string discussed in the last section and calls Callserver a function of O(OhveCGI. That fimction calls the URL and gives the results back. If there is an error, a public boolean variable of the class would give the indication to the calling object.

### 4.6.2.2 Layont Manager

If we take concepts as nodes and motionships bewwen them at edges then a Vocabulary is nothing but its a directed Graph. The layont manager keeps track of the graph and has the ability to apply an algorithm on the graph for the layont of the concepts on the sereen.

### 4.6.2.3 User Interface

The iser Tnterface is the central part of TVC. İt provides a graphical view, dialog boxes and frames to user. The user interface calls other components of the program when needed. It gets data from the server by using the OOhvrCGI class and pass
it to Layout manager which apples the layout algorithm on the graph. Then user interface shows the vocabulary. The user can select a particular concept and can apply the different functions. Like one can select a concept and press the Properties button to see and edit all the properties of the concept. The property editor is a dialog box which provides the Atrributes and Relationships with their values in separate list boxes. All essential features discussed in 4.3 Section are included in the system.

## CHAPTER 5

## FUTURE WORK

The current architecture of IVC uses CGIs for user for client server communication. In the following we'll discuss some other ways of client server communication and try to find out the differences in them in terms of query executation time.

### 5.1 Performance Criteria

The following times are considerable for giving a quick response to a user on his requests

### 5.1.1 Connection Establishment Time

Our network is based on the TCP/TP protocol. The cstablishment time is to transtate the server name to an IP address from a DNS server. Then finding out the ronte to the destination for the virtual circuit, and acmally setting up the virtual circuit.

### 5.1.2 Request Placement Time

Request placing time depends upon the amomit of data transfor for the request since some APIs need more data as arguments.

### 5.1.3 Database Access Time

This time is actually the setting up time for a guery. A process is forked to necest the database by HTTP server and establishes comection to databases.

### 5.1.4 Data Relrieval Time

This time totally depende upon the way the APlis retrieve data from a database and can be decreased by any optimization to the APIs if possible.

### 5.1.5 Data Transfer Time

This time is dependent upon the following factors:

Current Traffic size on the network.

Amount of data to transfer.

Distance data has to travel.

### 5.1.6 Presentation Time

This is the layout and client side calculation part on data which may be required. In the case of the Creator this time is very important. The Creator has to apply a layout algorithm on the schema graph.

### 5.2 Different Options Available for Client Server Communication

### 5.2.1 Common Gateway Interfaces

A way to transfer dynamically generated data from the ITTTP server side upon client request. Upon request, the data is retrieved from the APT's and is sent to the client where the client side program can present it. Por each mod every CGT request, the client has to establish the commection, i.e. Gur time consideration Comection Establishment time is always delaying the response time. For the database acessing, every time a process has to be forked by the IITTP server. It noeds setting up time by the operating system and for each request databse opening time which is also considerable time. Ali these are acutely perfomance dmatbacks of CGTs. Bit on the other hand CGis are easy to develop and setup and no special client is alway necessary to accose data. An ITTTP broweer can be need directly to browne the datia.

### 5.2.2 TCP/IP Based API Server

This approach can provide better performance than CGIs. We can design a TCP/IP based server which can contimously listen on an assigned port of the server for an API request. The server, at start time, can open the database. This eliminates the need of forking a process on each request. The client can set up a TCP/IP virtual circuit in the start of the program. Then only an API eall is needed. I.e. setting up time will be once only while database access time would also be improved. Minor changes to the APIs may be needed for a better database access time.

### 5.2.3 Java RMIs

Java Remote method invocation can be a good alternative to TCP/IP based server, because developing a TCP/TP based server is not an casy task. RMI server can approximately give the same performance as a TCP/TP server can give. RMIs are the way of calling methods of Java object on remote machines which actually rams on the server side and retums data on client side transparently. RMI gives a better performance as compared to CGIs since (Start of client program) setup time is required once. The main problem is that our system has to call the APTs writton in $\mathrm{C}++$. I.e. we need an Thterface between Java and $\mathrm{C} / \mathrm{Ct+}$. JNI (Java Native Thterface) can be used to call APTs writtem in $\mathrm{C}+\mathrm{t}$.

### 5.2.4 Using CORBA

Common Object Request Broker Architecture is a standard for remote object binding. CORBA is similar to RMTs exeept that it is a languge indopendent. Architectare. In RMTs wo have to heo JNIs for Java to C + tinterface. CORBA can he naed for direct binding of server's C+t objecta tor chim's Juva objecta.

### 5.3 Conclusion

- We need a change in the architecture for better performance.
- TCP/IP based API server is the best option available but at the same time it is hard to develop. Since we only needed to provide an interface between Java and $\mathrm{C}++$ at this stage, RMIs of Java is second best option. CORBA can widen our future work, which can allow us to create client, other than Java language.


## APPENDIX A

## CGIs CODE

The code for the CGIs is presented here.

```
#include"api/include/MV_.ut.h"
#include"api/include/MV_api.h"
#include<iostream.h>
#include <stdlib.h>
#include <stream.h>
#include <string.h>
#include "cgic.h"
#define PARENT 1
#define CHILDREN 2
/* LIST OF FUNCTIONS AVAILABIE EROM CGI */
#define OKFLAG "OK\n"
#define NO_FUNCTTON "NO\n"
#define ERROR_Flag "ERROR\a"
#define CONTTNUE "CONTTNUE\n"
#define fnchildmen "Childmen"
    // PARENT=" a would be parameter
#define fnPAMENT "PARENTS"
    // CHTID=" " would be parameter
#define fnAttribValue "AttribValue"
#define fnailAttribValue "AllattribValue"
#define fnAfiRelationValue
                                "AllRelationValue"
#define fnkelationShipValue "RelationValue"
#define fnChangeAttribval "ChangeAttribValue"
#define fnChangeRelationVal "ChangeRelationValue"
#define fnAddChild "AddChild"
#define fnAddProperty "AddProperty"
#define fnAllConcepts "AllConcepts"
#define fnAddRelationshipValue "AddRelationshipValue"
#define fnCreateNewRelation "CreateNewRelation"
#define fnDeleteAttribute "DeleteAttribute"
```

```
#define fnDeleteRelation "DeleteRelation"
#define fnRemoveAttributeValue "RemoveAttributeValue"
#define fnRemoveRelationValue "RemoveRelationValue"
#define fnDeleteConcept "DeleteConcept"
void Child_Parent(char *,int);
void AttribValue(char *CName,char *PName=0, char FLAG=1);
void List_All_Concepts();
cgiMain(void)
{
char Function[30];
```

```
char hst[100];
```

char hst[100];
cgiFormStringNoNewlines("FUNCTION", Function, 30);
cgiFormStringNoNewlines("FUNCTION", Function, 30);
cgiHeaderContentType("text/html");
cgiHeaderContentType("text/html");
if(!strcmp(Function,fnCHILDREN)){
if(!strcmp(Function,fnCHILDREN)){
char parent[100]:
char parent[100]:
cgiFormStringNoNewlines("PARENT", parent, 100);
cgiFormStringNoNewlines("PARENT", parent, 100);
Child_Parent(parent,CHILDREN);
Child_Parent(parent,CHILDREN);
}else if(!strcmp(Function,fnAllConcepts)) {
}else if(!strcmp(Function,fnAllConcepts)) {
List_All_Concepts();
List_All_Concepts();
}else if(!strcmp(Function,fnPARENT)){
}else if(!strcmp(Function,fnPARENT)){
char child[100];
char child[100];
cgiFormStringNoNewlines("CHILD",child,100);
cgiFormStringNoNewlines("CHILD",child,100);
Child_Parent(child,PARENT);
Child_Parent(child,PARENT);
jelse if(!strcmp(Function,fnAttribValue))f
jelse if(!strcmp(Function,fnAttribValue))f
char concept[100];
char concept[100];
char attr[100];
char attr[100];
cgiFormStringNoNemlines("CONCEPT",concept,100);
cgiFormStringNoNemlines("CONCEPT",concept,100);
cgiFormStringNoNewlines("ATTR的作", attr,100);
cgiFormStringNoNewlines("ATTR的作", attr,100);
AttribValue(concept,attr,0);
AttribValue(concept,attr,0);
}else if(!strcmp(Function, fnAddProperty))f
}else if(!strcmp(Function, fnAddProperty))f
char concept[100];
char concept[100];
char prop[100];
char prop[100];
cgiFomStringNoNemlines("CDNCEPT", concept,100);
cgiFomStringNoNemlines("CDNCEPT", concept,100);
cgiFomStringNoNewlines("PROPEATY", prop, 100);
cgiFomStringNoNewlines("PROPEATY", prop, 100);
MV_Create_Attribute(concept, prop);
MV_Create_Attribute(concept, prop);
fprintf(cgiOut,OKFlag);
fprintf(cgiOut,OKFlag);
}
}
else if(!strcmp(Function,fnAllAttribValue)){
else if(!strcmp(Function,fnAllAttribValue)){
char concept[100];
char concept[100];
cgiFormStringNoNewlines("CONCEPT",concept,100);
cgiFormStringNoNewlines("CONCEPT",concept,100);
AttribValue(concept);

```
            AttribValue(concept);
```

```
}
else if(!strcmp(Function,fnDeleteConcept)){
    char concept[100];
        cgiFormStringNoNewlines("CONCEPT", concept,100);
        MV_Delete_Concept(concept);
        fprintf(cgiOut,OKFLAG);
}
else if(!strcmp(Function,fnAllRelationValue)){
    char concept[100];
    cgiFormStringNoNewlines("CONCEPT",concept,100);
    AttribValue(concept,NULL, 3);
}
else if(!strcmp(Function, fnAddRelationshipValue)){
    char concept[100], target[100], Relation[100],*RRelation;
    cgiFormStringNoNew]ines("CONCEPT",concept,100);
    cgiFormStringNoNewlines("Relation",Relation,100);
    cgiFormStringNoNewlines("Target",target,100);
    if(MV_Show_Reverse_Relationship(Relation,RRelation))
    {
        MV_Add_Relationship_-Value(concept,Relation,target);
        MV_Add_Re]ationship_Value(target,RRelation, concept);
        fprintf(cgiOut,OKFLAG);
        delete RRelation;
    } else{
        fprintf(cgiDut,"NO REV. REIATTON");
    }
}
else if(!strcmp(Function, fnCreateNewRelation))f
    char concept[100], target[100], Re]ation[100], revhelation[100];
    cgiFormStringNoNewlines("CDNCEPT",concept,100);
    cgiFormStringNoNemlines("RELATTON", Relation,100);
    cgiFormStringNoNewlines("RevRELATTON", revRelation,100);
        cgiFormStringWoNewlines("Target",target,100);
        MV_Create_Relationship(concept, Relation, target,revRelation);
        fprintf(cgiDut,ORPLAG);
}
else if(!strcmp(Function, fnRelationShipValue))f
    char concept[.100];
    char attr[100];
    cgiFormStringNoNewlines("CONCEPT",concept,100);
    cgiFormStringNoNewlines("ATTRIBUTE",attr,100);
    AttribValue(concept,attr, 2);
}else if(!strcmp(Function, fnChangeAttribVal)){
```

```
    Char CName[100];
    char PName[100], OValue[100], Value[100];
    cgiFormStringNoNewlines("CONCEPT",CName,100);
    cgiFormStringNoNewlines("ATTRTBUTE",PName,100);
    cgiFormStringNoNewlines("OLDVAL", oValue,100);
    cgiFormStringNoNewlines("VALUE",Value,100);
    MV_Change_Attribute_Value(CName,PName,oValue,Value);
    fprintf(cgiOut,OKFLAG);
}else if(!strcmp(Function, fnChangeRelationVal)){.
    char CName[100];
    char PName[100],oValue[100],Value[100];
    cgiFormStringNoNewlines("CONCEPT",CName,100);
    cgiFormStringNoNewlines("ATTRTBUTE", PName, 100);
    cgiFormStringNoNewlines("OLDVAL",oValue,100);
    cgiFormStringNoNewlines("VALUE",Value,100);
    MV_Change_Relationship_Value(CName, PName,oValue,Value);
    fprintf(cgiOut,OKFLAG);
}else if(!strcmp(Function,fnAddChild)) {
        char Parent[100], Child[100];
        cgiFormSuringHoNewlines("PARENT",Parent,100);
        cgiFormStringloNewlines("CHTLD",Child,100);
        MV_Create_Concept(Child, Parent);
        fprintf(cgi0ut,DKPLAG);
}else if(!strcmp(Function, fnDeleteAttribute)) {
        char CName[100];
        char PName[100];
        cgiFomStringNoNewlines("CONCEPT",CName, 100);
        cgiFomStringNoNewlines("ATTRTBUTE", PName,100);
    MV_Delete_Attribute(Cl`me, PName);
        fprintf(cgiDut,DKFLAG);
Jelse if(!strcmp(Function, fnDeleteRelation)) {
        char concept[100], target[100], Relation[100], revRelation[100];
        cgiFomStringNoNewlines("CONCEPT", concept,100);
        cgiformStringNoNewlines("RELATTON",Relation, 100);
        cgiFomStringNoNewlines("RevRETATTON", revRelation, 100);
        cgiFomStringNoNewhines("Target,"target,100);
        MV Delete_Relationship(concept, Relation, target,revRelation);
        fprintf(cgiOut,OKFlAG);
Jelse if(!strcmp(Function, fnRemoveAtrributeValue)) f
        char CName[100];
        char PName[100],Value[100];
        cgiFormStringNoNewlines("CONCEPT",CName,100);
        cgiFormStringloNewlines("ATTRIBUTE",PName,100);
        cgiFormString"oNewlines("VALUE",Value,100);
```

```
        MV_Remove_Attribute_Value(CName, PName, Value);
        fprintf(cgiOut, OKFLAG);
    }else if(!strcmp(Function, fnRemoveRelationValue)) {
                        char CName[100];
                char PName[100],Value[100];
                cgiFormStringNoNewlines("CONCEPT",CName, 100);
                cgiFormStringNoNewlines("RELATTON",PName,100);
                cgiFormStringNoNewlines("VALUE",Value,100);
                MV_Remove_Attribute_Value(CName, PName,Value);
                fprintf(cgiOut, OKPLAG);
    }else
    {
        fprintf(cgiOut, "Sorry: Function %s is not Implimented" "Functio
    }
        return 1;
}
```

void List All Concepts()
f
int number $=0$;
char **list;
char CName[200];
MV_List_All_Concept (number, list);
If (number $==0)$ \{.
fprintf(cgiOut; "Vocabulary doesn't have Any Conceptin"):
\} else $\{$
fprintf (cgiout, OKPLAG);
for (int $i=0 ; i<n u m b e r ; i+t)$
$\{$
if(list[i])
fprintf(cgiDut, "\%stn", Iist[i]);
else
fprintf(cgiont, " $\mathrm{nn}^{\prime \prime}$ );
\}
miv free (number, Iist) ;
J
J
void Child_Parent (char *parent, int FLAG)
\{
int number=0;
char **list;

```
        switch(FLAG)
        {
            case CHILDREN:
MV_List_Children(parent,number,list);
            break;
            case PARENT:
                            MV_List_.Parents(parent, number,list);
                    break;
                }
                if(number == 0)
            {
                    fprintf(cgiOut,CONTINUE);
    fprintf(cgi0ut,
                            " Concept %s don't have Children/Parent\n",parent);
}
                        else
                        {
                        fprintf(cgiDut,OKFLAG);
        for(int i=0;i<number;i++)
                                    {
                                    if(1ist[i])
                                    fprintf(cgiOut,"%s\n", list[i]);
                                else
                                    fprintf(cgiDut,"\n");
}
    mv_free(number,Iist);
}
}
void AttribValue(char *CName, char *PName, char FLAG)
{
    int number=0;
    char **list;
        switch(FIAG)
        {
            case 0:
                        MV_Show_Attribute. Value(CName, Plame, number, Iist);
            break;
            case 1:
                MV_List_All_Attribute_Value(CName, number,Iist);
                    break;
            case 2:
                MV_Show_Relationship_Value(CName, PName, number,list);
                break;
```

case 3:
MV_List_All_Relationship_Value (CName, number, list); break;
\}
if (number $==0$ ) \{
fprintf(cgiOut, "\%s $\backslash n$ ", "Dose'nt have value");
\} else \{
fprintf(cgiOut, OKFLAG);
for (int $i=0 ; i<n u m b e r ; i++$ )
if(Iist[i])
fprintf(cgiOut, "\%s ${ }^{n}$ ", list[i]); else
fprintf(cgiOut, "\n"); mv_free(number, list); \}

子

## APPENDIX B

## JAVA CLASSES AND THEIR CODE

The code for the MC is presented here.

```
/**
* File: newoohvr.java
* Project Title: vocabulary creator
* Author: Muhammad Arif
* Last updated on : 07/09/97
* Last updated by : Muhammad Arif
*/
import java.applet.Applet;
import java.awt.*;
import java.util.*;
import EDU.auburn.VGJ.gui.*;
import EDU.auburn.VGJ.graph.*;
import EDUU.auburn.VGJ.algorithm.tree.*;
import EDÜ.auburn.VGJ.algorithm.GraphAlgorithm;
import java.util.Stack;
/**
* Main Applet class which activates the Schema Frame. And Initializes
* the CGI class
*/
```

public class newoohve extends Applet
f.
DohvrSchema mainschema;
Graphinindow guin;
int nodeno;
NewFrame SchemaFrame;
SchemaCanvas gCnv;
doubie view;
/**
* CGI variable
*/
OOhvrCGI cgi;
final int $\mathrm{DVAL}=1$;
final int RECTANGEL=2;

```
    /**
    * Main initialization function which actvates the CGI and Schema frame
    */
    public void init()
    {
        nodeno=0;
        cgi=new OOhvrCGI("http://object.njit.edu:2000","~arif/oohvrC.cgi",this);
            // Creating an Instance of cgi whith http
                        // server and oohvrC.cgi as CGI prog. name.
        view=20; // Initial value of view
        String root=cgi.GetRoot(); // Getting the root of Vocabulary
        mainSchema=new DohvrSchema(root,RECTANGEL,"IN");
// Creating Schema as Directed graph
            int rootId=mainSchema.getRootId();
            String str[]=cgi.GetChild(root);
        int k=0;
        int no_of__children = cgi.ReadTotal();
        for(int i=0;i<no_of children;i+t)
        {
            k++;
            int id=mainSchema.AddChild(root,str[i]);
            System.out.println(k+":"rstr[i]);
        }
            System.out.println("Total : "+k+" Generated");
            SchemaFrame=new NewFrame(mainSchema,cgi);
            SchemaFrame resize (600,600);
            gCnv=new SchemaCanvas(mainSchema,SchemaFrame);
            SchemaFrame.UpdateCanvas(gCrv); // just updates Schemacanvas variable
            ScrolledPanel uPanel=new ScrolledPanel(gCnv);
            SchemaFrame.add("Center", vPanel);
            gCnv. EetMouseMode(gCnv.SELECT_NODES);
            Schemaframe.pack();
            SchemaFrame.show();
            Schomaframe.Refreash();
    j
}
```

```
/**
* File: OohvrSchema.java
* Project Title: vocabulary Creator
* Author: Muhammad Arif
* Last updated on : 07/09/97
* Last updated by : Muhammad Arif
*/
import java.applet.Applet;
import java.awt.*;
import java.util.*;
import EDU.auburn.VGJ.gui.*;
import EDU.auburn.VGJ.graph.*;
import EDU.auburn.VGJ.algorithm.tree.*;
import EDU.auburn.VGJ.algorithm.GraphAlgorithm;
import java.util.Stack;
/**
* The schema is a Directed graph b/w diffrent concepts. Showing the
* relationship b/w them.
*/
public class DohvrSchema extends Graph
{
    private int CShape;
    private String CLabelPosition;
    private int RootId;
    Hashtabie NameToIndex;
    /*
    * Schema Constructor which takes Root of the schema and shape type for
    * Concept displaying. Two options DVAL and RECTANGLE are currently
    * available.
    * And the position for the concept names, TN, OUT are available.
    */
    public DohvrSchema(String root,int Shapev,String pos)
    {
        super(true):
        NameToIndex=new Hashtable();
        CLabelPosition=pos;
        Node N=new Node();
        if (Shapev==1)
            CShape=N.OVAL;
        else
            CShape=N.RECTANGLE;
```

```
    RootId=AddNewNode(root);
}
/**
* Returns the current root of the schema
*/
public int getRootId()
{
    return RootId;
}
/**
* Sets Id as new root.
*/
public void setRootld(int id)
{
    Rootld=id;
J
/**
* Adds a new node in the graph by having concept name.
*/
int AddNewNode(String Labelv)
{
    int jd;
    id=insertNode();
    Node NewNode=getNodeFromIndex(id);
    NewNode.setShape (CShape);
    NewNode.setLabel (Labelv);
    NewNode setPosition(10,10);
    NemNode.setLabelPosition(CLabelPosition);
    System.out.println(id+":"+Labelv+" In Add");
    NameToIndex.put(Labelv, new Integer(id));
    return id;
}
/**
* Adds new child when Parent Id is given with new child'g name.
* Retumas the new child's TD.
*/
int AddChild(int Parentid,String Chiid)
1
        Tnteger inval;
        int id;
        inVal=(Integer)NameToIndex.get(Child);
        if(inVal==nul1)
            id=AddNewNode(Child);
```

```
        else
        id=inVal.intValue();
        AddEdge(id,ParentId);
        System.out.println(id+":"+Child+" In AddChild");
        System.out.printIn("Size of hash table:"+NameToIndex.size());
    return id;
}
/**
* Adds a new child by taking Parent name and Child name
* Retums the new child ID as return value.
*/
public int AddChild(String Parent,String Child)
{
    int id;
    int no=((Integer)NameToIndex.get(Parent)).intValue();
    System.out.print("Adding to "+no+" i.e "+Parent);
    return AddChild(no,Child);
j
/**
* Adds a new edge b/w two given nodes while nodes Ids are given.
*/
void AddEdge(int idParent,int idChild)
{
    insertedge(idParent,idChild);
}
/**
* Adds a new edge b/w two given nodes while nodes names are given.
*/
pubijc void AddEdge(String Parent:String Child)
{
    insertEdge(((Integer) NameToTndex.get(Parent)).intValme(),
                ((Tnteger) NameToInder.get(Child)).intValue());
}
public void LabelEdge(String Parent,String Child, String Iabel)
f
    Edge egmgetEdge(((Tnteger) NameToIndex.get(Parent)).intValue(),
                ((Integer)NameToIndex.get(Child)).intValue());
    eg.setLabel(label);
}
```

```
public void removeEdge(String source, String destination)
{
    int Source_id = ((Integer)NameToIndex.get(source)).intValue();
    int Dest_id = ((Integer)NameToIndex.get(destination)).intValue();
    removeEdge(Source_id,Dest_id);
}
// added by Gowtham on 07/09/97
/**
* This function removes a child from the present schema given the
* the parent name and the child name
*/
public void RemoveChild(String parent, String child)
{
        int child_id,parent_id;
        child_id = ((Integer)NameToIndex.get(child)).intValue();
        parent_id = ((Integer)NameToIndex.get(parent)).intValue();
        //cleanup
        removeEdge(child_id,parent_id);
        removeNode(getNodeFromIndex(child_id));
        if(NameToIndex.remove(child) == null) // removes entry from hashtable
        {
            System.out.println("Shucks");
        };
        Syatem.out.println("Number of elements in the hash table"+
            NameToTndex.size());
}
    public boolean isNodepresent(String name)
    f
        return NameToIndex.containskey(name);
    }
    public Edge getEdge(String str1, String gtr2)
    {
        int idl = ((Integer)NameToIndex.get(str1)).intValue();
        int id2 = ((Integer)NameToIndex.get(str2)).intValue();
        return getEdge(id1,id2);
}
```

```
    public int AddParent(String Child, String Parant)
    {
        Integer inVal = (Integer) NameToIndex.get(Parent);
        int child_id,parent_id;
        //obtain parent id ( allocate node if parent not present)
        if(inVal == null) // node does not exist
        {
            parent_id = AddNewWode(Parent);
        j
        else
        {
            parent_id = inVal.intValue();
        }
        // obtain child id
        child_id = ((Integer) (NameToIndex.get(Child))).intValue();
        AddEdge(child_id, parent..id);
        retumn parent_id;
    }
    public int get nodeid(String str)
    {
        Integer id = (Integer) (NameToIndex.get(str));
        if(id != null)
        {
            return id.intValue();
        j
        returm -1;
    J
]
/**
* File: OOhvrCGT.java
* Project Title: vocabulary cREATOR
* Author: Muhammad Arif
* Last updated on : 07/09/97
* Last updated by : Muhammad Arif
*/
import java.net.*;
```

```
import java.io.*;
import java.util.*;
import java.applet.Applet;
import java.avt.*;
import EDU.auburn.VGJ.gui.MessageDialog;
/**
* This class provide transparent inteface to API's using CGI calls
*/
public class OOhvrCGI
    {
    int TotalRead;
    String Server,cgiName;
    Applet oohvr;
    /**
    * Indicator about the status of last CGI call
    */
    public boolean DK;
    /**
    * Constructor takes HTTP server name, CGI file and path name and
    * the calling Applet reffrence to show the status.
    */
    public DohvrCGT(String sr,String cgiNam,Applet ohvr)
    [
                Server=sr;
                    OK=false;
                    cgiName=cgiNam;
                    oohur=ohvr;
    }
        /**
        * Actual CGI call to server takes the call string as input
        */
        String[] CailServer(String CallString)
        [
            Frame fr2=new Prame();
            Message msg=new Message(fr2, "Wait": "Contacting to "+Server 12 +
                    " ..... *,false);
            //MessageDialog(fr2,"Wajt","Getting Data ....",true);
            msg.show();
            System.out.println("Calling : "+CallString);
            TotalRead=0;
            OK=false;
            oohvr.showStatus("Connecting to "+Server+" ......");
```

```
    CallString=Server+"/"+cgiName+"?"+CallString;
    String Str[]=new String[4000];
    try {
    URL url = new URL(CallString);
    DataInputStream URLinStream=nev DataInputStream
                                    (url.openStream());
    String tmpStr;
    oohvr.showStatus("Connected Waiting for Data ....");
    msg.UpdateMessage("Contected Waiting for Data . . . . .");
    boolean flg=false;
    tmpStr = URLinStream.readLine();
    if(tmpStr.equals("OK")) // OK would come from server
    {
        if(flg)
        {
            msg.UpdateMessage("Retrieving Data . . . . .");
            flg=false;
            }
            else
            {
                msg.UpdateMessage("Retrieving Data . . . .");
                flg=true;
            }
            while((tmpStr = URLinStream.readLine())!=null)
Str[Totalfead++]=tmpStr;
            OK=true;
    }
    else
    {
            if(!mpStr.equals("CONTINUE"))
            {
                Frame fr=new Frame();
            MessageBox mbox=new MessageBox(fr, "Error!",
                                    "Error Message from Server: "+tmpStr,true);
            mbow.show();
            }
            0K=tme;
    }
    oohvy.showStatus("Data Retrieved ");
    msg.End();
    URLinStream.close();
    } catch (MalformedURLException mexp)
            {
```

```
    Frame fr=new Frame();
    MessageBox mbox=new MessageBox(fr, "Exception!",
                    "Exception Occured during Data retriveval:
                        mexp,true);
    mbox.show();
        System.err.println("MalFormedURL: "+mexp);
        System.out.println("Called : "+CallString);
        }
        catch (IOException ioexp)
        {
            Frame fr=ned Frame();
            MessageBox nbox=new MessageBox(fr, "Exception!",
                    "Exception Dccured during Data" 
    " retriveval: "
                    +ioexp,true);
                        mbox.show();
                        System.err.println("Y/0 Exception : "+ioexp);
                    System.out.println("Called : "+CallString);
                }
            return Str:
}
/**
* Returns the total number of lines read from last APT call.
*/
    public int ReadTotal()
f
        return TotalRead;
}
/**
    * Retums the root of Vocabulary. It's static value ENTTTV for
    * this version which cab be dynamic by adding a CGI call to
    * server in future
    */
    public String GetRoot()
f
        retum "EnTITy";
F
/**
* API: Retums the properties of given concept.
*/
public String[] GetProperties(String conc)
{
        String Str[];
```

```
            String CallString;
            CallString="FUNCTION=AllAttribValue&CDNCEPT="+
URLEncoder.encode(conc);
            Str=CallServer(CallString);
            return Str;
    }
    /**
    * API: Returns all the childern of given concept.
    */
    public String[] GetChild(String parent)
    {
    String Str[];
    TotalRead=0;
    String CallString;
    CalIString="FUNCTION=CHILDREN&PARENT="+URLEncoder.encode(parent);
    Str=CallServer(CallString);
    return Str;
    }
    /**
    * API: Returns all relationships from a concept.
    */
    public String[] GetRelations(String conc)
    {
        String Str[]:
        String Callstring;
        CallString="FUNCTION=Al1RelationValue&CDNCEPT="+
URIEncoder.encode (conc);
            Str=CallServer(CallString);
            return Str;
    }
    /**
    * APT: Deletes a given concept from the Vocabulary.
    */
    public String[] DeleteConcept(String conc)
    {
            String Str[];
            String CallString;
            CaIlString="FUNCTION=DeleteConcept&CONCEPT="+
umbincoder encode(conc);
            Str=CaliServer(CailString);
            return Str;
    }
    /**
    * API: Get all the concepts available in the Vocabulary.
```

```
    */
    public String[] GetAllConcepts()
    {
            String Str[];
            String CallString;
            CallString="FUNCTION=AllConcepts";
            Str=CallServer(CallString);
            return Str;
    }
    /**
    * API: Get the parent of a given concept.
    */
    public String[] GetParent(String child)
{
    TotalRead=0;
    String CallString;
    CallString="FUNCTION=:PARENTS&CHTLD="+
URLEncoder encode(child);
            String Str[];
            Str=CallServer(CallString);
            return Str;
}
    /**
    * API: Add a new child to given parent concept.
    */
public void AddNewChild(String Parent,String Chjld)
{
            TotalRead=0;
            String CS;
            CS="FUNCTTON=AddChild&CHILD="+URIENCOder.encode(Child);
            CS=CS+"&"+"PARENT="+URLEnCoder.encode(Parent);
            String Str[];
            Str=CallServer(CS);
j
    /**
    * APT: Add A new property to given concept.
    */
public void AddNewProperty(String Concept, String plame)
{
    TotalRead=0;
    String CS;
    CS="FUNCTION=AddProperty&CONCEPT="+URLEncoder.encode(Concept);
    CS=CS+"&"+"PROPERTY="+URLEncoder.encode(pName);
    String Str[];
```

```
    Str=CallServer(CS);
}
    /**
    * API: Change the property value of given concept provided that
    * the old value to concept is also given.
    */
public void ChangePropertyValue(String CName,String PName,
                                    String LVal,String NVal)
{
            TotalRead=0;
            String CS;
            CS="FUNCTION=ChangeAt,tribValue&CONCEPT="+URLEncoder.encode(CName);
            CS=CS+"&"+"ATTRTBUTE="+IURLEncoder encode(PName);
            CS=CS+"&"+"OLDVAL="+URLEncoder . encode(LVaI);
            CS=CS+"&"+"VALUE="+URLEncoder.encode(NVal);
            String Str[];
            Str=CallServer(CS);
}
    /**
    * API: Change the relationship value of given concept provided that
    * the old value of relationship is also given.
    */
public void ChangeRelationValue(String CName,String PName,
                                    String LVal, String NVal)
{
    TotalRead=0;
    String CS;
    CS="FUNCTIDN=ChangeRelationValuedCONCEPT="+URIEncoder.encode(CName);
    CS=CS+"&"+"ATTRTBUTE="+URLEncoder encode (PName);
    CS=CS+"&"+1"OLDVAL="+URLEncoder. encode(I.Val);
    CS=CS+"&"+'VALUE= 'i+URLEncoder encode(NVaI);
    String Str[];
    Str=CallServer(CS);
j
    /**
    * API: Adding a new Relationship to a Concept target concept is
    * also given.
    */
```

pubiic void AddelationValue (String CName, String rivame,
String tConceptName)
$\{$
TotalRead=0;
String CS;

```
            CS="FUNCTION=AddRelationshipValuekCONCEPT="+URIEncoder.encode(CName);
            CS=CS+"&"+"Relation="+URLEncoder.encode(rName);
            CS=CS+"&"+"Target="+URLEncoder.encode(tConceptName);
            String Str[];
            Str=CallServer(CS);
    }
    /**
    * API: Creating a new Relationship to a Concept target concept is
    * and reverse relationship name is also given.
    */
public void CreateNewRelation(String CName, String rName,
                    String tCName,String rrName)
    {
        TotalRead=0;
        String CS;
        CS="FUNCTION=CreateNewRelation&CONCEPT="+URLEncoder.encode(CName);
        CS=CS+"&"+"RELATION="+URIEncoder.encode(rName);
        CS=CS+"&"+"Target="+URLEncoder.encode(tCName);
        CS=CS+"&"+"RevRELATTION="+URLEncoder.encode(rrName);
        String Str[];
        Str=CallServer(CS);
    }
        /**
        * API: Deleting an attribute from a Concept.
    */
public void DeleteAttribute(String CName,String PName)
f
        TotalRead=0;
        String CS;
        CS="FUNCTIDN=DeleteAttribute&CDNCEPT="+URIEncoder. oncode (CName);
        CS=CS+"&"+"ATTRTBUTE="+URLEncoder. encocle(PName);
        String Str[];
        Str=CallServer(CS);
    j
    /**
    * APT: Deleting relationship from a Concept.
    */
    public void DeleteRelation(String CName,String rName.
String tCName,String rrName)
{
    TotalRead=0;
    String CS;
    CS="FUNCTION=DeleteRelation&CONCEPT="+URLEncoder.encode(CName);
```

```
            CS=CS+"多"+"RELATMON="+URLEncoder.encode(rName);
            CS=CS+"名"+"Target="+URLEncoder.encode(tCName);
            CS=CS+"蓑"+"RevRELATION="+URLEncoder.encode(rrName);
            String Str[];
            Str=CallServer(CS);
    }
        /**
        * API: Removing an Attribute value from a Concept value value
        * to that property is also provided
        */
    public void RemoveAttributeValue(String CName,String PName,String PValue)
    {
        TotalRead=0;
        String CS;
        CS="FUNCTION=RemoveAttributeValue&CONCEPT="+URLEncoder.encode(CName);
        CS=CS+"&"+"ATTRIBUTE="+URLEncoder.encode (PName);
        CS=CS+"&"+'VALUE="+URLEncoder. encode(PValue);
        String Str[];
        Str=CallServer(CS);
    }
        /**
        * API: Removing a Relationship from a Concept
        * relationship name is also given.
        */
    pubiic void RemoveRelationValue(String CName,String rName,String Value)
    {
        TotalRead=0;
        String CS;
        CS="FUNCTTON=RemOveRelationValue&CONCEPT="+URLEnCoder encode(CName);
        CS=CS+"g"+"RELATION="+URLEncoder" Encode (rName);
        CS=CS+"&"+"VALUE="+URIEncoder.encode(Valne);
        String Str[];
        Str=CallServer(CS);
    j
}:
import java.awt.*;
public class NList extends List
{
    String prop[];
    PropertyDialog pd;
```

```
PropertyEditor ped;
public NList(int no,boolean v,String pro[], PropertyDialog pdb)
{
    super(no,v);
    prop=pro;
    pd=pdb;
}
public NList()
{
        super();
}
public NList(int rows, boolean multipleSelections)
{
        super(rows,multipleSelections);
}
public boolean mouseDown(Event ev, int }x\mathrm{ (int }y\mathrm{ )
f
    //if(ev.clickComnt==2)
    System.out.println("You are Editing "+getSelectedItem());
    return true;
]
// deselectAll deselects all selected items in the list
public void deselectall()
{
        int i;
        for(i=0; i< getTtemComnt(); itt)
        {
            if(isSelected(i) == true)
            I
                        deselect(i);
                }
    J
j
public boolean is_Itempresent(String str)
{
        for(int i=0; i<countItems(); i+t)
        {
```

```
                if(str.equalsIgnorecase(getItem(i)))
            return true:
                }
            return false;
    }
}
import java.awt.List;
public class Enhanced_list extends List
{
        public Enhanced_list()
        {
        super();
        }
        public Enhanced_list(int x)
        {
        super(x);
    }
        public Enhanced_list(int x, boolean booi)
        {
        super(x,bool);
        j
        pubjic boolean isPresent(String str)
        {
        for(int i=0; i<countrtems(); ++i)
        {
            if(str.equals(getTtem(i)) == true)
            I
                return true;
            j
        J
        return false;
    F
j
/**
* File: MessageBox.java
* Project Title: vocabulary CREATOR
* Author: Muhammad Arif
```

```
* Last updated on : 07/09/97
* Last updated by : Muhammad Arif
*/
import java.awt.*;
/**
* Message box which shows messages to user.
*/
```

public class Message extends Frame
\{
Label Mig;
/**
* MessgageBox gets Frame and String for heading and boolean true
* for showing buttons or not, To diffrentiate b/w Status messages
* of Data transfer or Error message.
*/
public Message(Frame par, String Head, String Message, boolean bt)
\{
super (Head) ;
Panel pni=new Panel();
Msg=new Label (Message);
pni.add(Msg);
add ("Center", pni);
Panel pniz=new Panel();
if(bt)
r.
pnl2.add (new Button("Ok"));
pni2.add(new Button("Cancel"));
1
add ("South", pn12):
restize (300,150);
move $(250,250)$;
〕
/**

* event handler.
*/
public boolean handleEvent(Event ev)
\{
if(ev.id == Event.ACTION_EVENT)

```
            {
            if("Ok".equals(ev.arg))
            {
                show(false);
                dispose();
                    return true;
            }
                if("Cancel". equals(ev.arg))
            {
                show(false);
                dispose();
                return true;
            }
        }
        return false;
    }
        public void UpdateMessage(String str)
        {
            Msg.setText(str);
        }
        public void End()
        {
            dispose();
        }
};
/**
* File: MessageBox.java
* Project TitIe: vocabulary creator
* Author: Muhammad Arif
* Last updated on : 07/09/97
* Last updated by : Muhammad Arif
*/
import java.awt.*;
/**
* MessageBox dialog which shows messages to user.
*/
public class MessageBox extends Dialog
```

```
Label Msg;
private boolean Okclicked;
/**
* MessgageBox gets Frame and String for heading and boolean true
* for showing buttons or not, To diffrentiate b/w Status messages
* of Data transfer or Error message.
*/
public MessageBox(Frame par, String Head,String Message,boolean bt)
{
    super(par,Head);
    Panel pnl=new Panel();
    Msg=new Label(Message);
    pnl.add(Msg);
    add("Center",pnl);
    Panel pnl2=new Panel();
    if(bt)
    f
        pnI2.add(new Button("Dk'));
        pni2.add(new Button("Cancel"));
    }
    add("South",pn12);
    resize(300,150);
    Okclicked = false;
}
/**
* event handler.
*/
    public boolean handleEvent(Event ev)
    {
        if(ev.id == Event.ACTIDN_EVENT)
            {
            if("Dk".equals(ev.arg))
            {
                    Diclicked = true;
                    show(false);
                    return true;
            J
            if("Cancel".equals(ev.arg))
            {
                Okclicked = true;
                show(false);
```

```
                    return true;
            }
        }
        return false;
    }
    public void UpdateMessage(String str)
    {
        Msg.setText(str);
}
    public void End()
    {
        dispose();
}
    public boolean Ok_clicked()
    {
        return Okclicked;
}
};
/**
* File: NewChild.java
* Project Title: vocabulary Creator
* Author: Muhammad Arif
* Last updated on : 07/09/97
* Last updated by : Muharmad Arif
*/
import java.applet.Applet;
import java.awt.*;
import java.util.*;
import EDIJ.anburn.VGJ.gui.*;
import EDI. auburn. VGJ.graph.*;
import EDII aubum, VGJ. algorithm tree.*;
Lmport EDH. auburn VGJ.algorithm.GraphALgorithm;
import java.util.Stack;
/**
* A dialog box to take new Child name from the user.
*/
public class NewChild extends Frame
```

\{

```
NewFrame ooh;
TextField fld;
String Parent;
Panel pnl,pl;
/**
* Constructor takes Parent of the new child and main frame reffrence.
*/
public NewChild(String pParent,NewFrame ohv)
I
        super("New Child of "+pParent);
        setLayout (new Borderlayout());
        ooh=ohv;
        pnl=new Panel();
        pnl.setLayout(new FlowLayout());
        Parent=pParent;
        pnl.add(new Label("Child's Name : ''));
        fld=new Textpield(30);
        pnl.add(fld);
        add("Center", pnl);
        pl=new Panel();
        pl.add("Center",new Button("OK"));
        pl.add("Center", ner Button("Cancel"));
        add("South",pI);
        pack();
        move (200,200);
        show();
j
/**
* Envent handler for the dialog.
*/
public boolean handleEvent(Event ev)
{
    if(ev.id == Event.ACTTDN_EVEMT)
        {
            if("OK".equals(ev.arg))
            {
                ooh.AddNewChild(Parent, fld.gevText());
                dinpose();
                retumn true;
            }else if("Cancel".equals(ev.arg))
                {
                dispose();
                return true;
```

\}
\}
return false; \}
\}

```
import java.util.*;
import java.awt.*;
import java.awt.event.*;
class PropertyEditor extends Dialog
{
// PropertyDialog pd;
    TextField fld;
    String name,oval;
    Panel pnl,pl;
// NList mylist;
    private boolean Ok_clicked,Cancel_clicked;
    public PropertyEditor(String Name,String Value,Frame fr)
    {
        super(fr,true);
        setTitle("Properties/relationships editor");
        setLayout(new Borderlayout());
// pd = pdb;
        pnl=new Panel();
        pnl.setLayout(new FlowLayout());
        name=Name;
        oval=Value;
// mylist = Ji;
            pnl.add(new Label(Nanle+" : "));
            System.out.println("Length of String "+Value.Iength());
            fld=new TextField(Value,35);
            pni.add(fld):
            add("Center", pni);
            pl=new Panel();
            pl.add(new Button("OK"));
            pl.add(new Button("Cancel"));
            add("South",pl);
            pack();
            resize(preferredSize());
```

        Ok_clicked = false;
        Cancel_clicked = false;
        \}
            /* Event handler */
        public boolean handleEvent (Event ev)
        \{
        if(ev.id == Event.ACTION_EVENT)
        \{
            if("OK". equals (ev.arg))
            \{
    // pd. UpdateProperty (name, oval,fld.getText(), mylist);
// dispose();
Ok_clicked = true;
show(false);
return true;
\}
if("Cancel". equals(ev.arg))
\{
// dispose();
Cancel_clicked $=$ true;
show(false);
return true:
\}
\}
return false;
\}
pubilic boolean is Dikclicked()
f.
retim Ok_clicked;
J.
public boolean is_Cancelclicked()
\{
return Cancel_clicked;
\}

```
        public String getText()
        {
        return fld.getText();
        }
}
class NewRelationshiptype extends Dialog
{
    //declare dialog components
        TextField text;
        Label label;
        Panel panel,bpanel;
        private boolean Ok_clicked,Cancel_clicked;
        public NewRelationshiptype(Frame fr)
        {
        super(fr);
            // initialize components
            text = new TextPield(20);
            label = new label("Enter new RelationShip type");
            panel = new Panel();
            bpanel = new Panel();
                panel.add(label);
            panel.add(text);
                bpanel. add(new Button("OK'i));
            bpanel.add(new Button("CANCEL"));
                add("South",bpanel);
                add("Center", panel);
        // initialize button related variables
            Ok clicked = false;
        Cancel_clicked = falme:
            ]
            public boolean handleEvent (Event evt)
            {
                if("OK".equals(evt.arg))
            {
                    return true;
```

```
        }
            if("CANCEL.".equals(evt.arg))
            {
            dispose();
            return true;
            }
    return false;
    }
}
class NewProperty extends Dialog
{
        PropertyDialog pdlg;
        TextField fld;
        String Parent;
        Panel pnl,pl;
        private boolean Ok_clicked, Cancel_clicked;
        public NewProperty(String Concept, PropertyDialog pd,Frame fr)
        {
    // super(fr:"New Property of "+Concept);
            super(fr,true);
            setTitle("New Property of "+Concept);
            setLayout(new Borderlayout());
            pdlg=pd;
            pnl=new Panel();
            pnl.setLayout(new FlowLayout());
            Parent=Concept;
            pnl.add(new Iabel("New Property Name : "));
            fld=new TextFjeld(30);
            pnl.add(fld);
            add("Center",pnl);
            pl=new Panel();
            pl.add(new Button("OK"));
            pl.add(new Button("Cancel"));
            add("South":pl);
            pack();
    Ok_clicked = false:
    Cancel_clicked = false;
    }
```

```
            public boolean handleEvent(Event ev)
            {
                if(ev.id == Event.ACTION_EVENT)
                {
                if("OK".equals(ev.arg))
                {
//
                                    pdlg.AddNewProperty(Parent,fld.getText());
            // dispose();
    Ok_clicked = true;
    if((fld.getText()).length() != 0)
    {
        show(false);
    }
                        return true;
                }
        if("Cancel".equals(ev.arg))
            {
// dispose();
    Cancel_clicked = tme;
    show(false);
                                    return true;
                }
        }
            retum false;
        j
    pubilic String getText()
        {
        return fld.getText();
        }
        pubinc boolean is okelicked()
        {
        return Ok_clicked;
    F
    public boolean is_Cancelclicked()
    I
        return Cancel_clicked;
    }
}
```

```
class NewRelation extends Dialog
{
// PropertyDialog pdlg;
    TextField fld;
    NList conList,relList;
    String Parent;
    Panel pnl,pl;
    OOhvrCGI cgi;
    private boolean Ok_clicked,Cancel_clicked;
    public NewRelation(String Concept,OOhurCGI cg,Frame fr)
    {
        super(fr,true);
        setTitle("New Relation of "+Concept);
        cgi=cg;
        setLayout(new Borderlayout());
// pdlg=pd;
        pnl=new Panel();
        pnI.setLayout(new FlowLayout());
        Parent=Concept;
        conList=new NList(10,false);
        String str[]=cgi.GetAllConcepts();
        for(int i=0;j<cgi.ReadTotal();i+t)
                            conList.addItem(str[i]);
relList=new MList(10,false);
String str2[]=cgi.GetRelations(Concept);
for(int i=0;i<cgi.ReadTotal();i+=2)
        {
if(reifist.is_Itempresent(str2[i]) == faise)
{
    rellist.addTtm(str2[i]);
}
    }
```

//pni add (new label ("Relation Name: "));
//fidnew Textorield(30):
pni.add(relliset);
add("horth", pni);
add("Center", conList);
pl=new Panel();
pl.add(new Button("DK"));
pl.add(new Button("Cancel"));

```
            pl.add(new Button("New Relation"));
            add("South",pl);
                pack();
    Ok_clicked = false;
    Cancel_clicked = false;
        }
            public boolean handleEvent(Event ev)
            {
        if(ev.id == Event.ACTION_EVENT)
            {
                if("OK".equals(ev.arg))
            {
                cgi.AddRelationValue(Parent,relList.getSelectedltem(),
                                    conList.getSelectedItem());
                                    if(cgi.DK == true)
                                {
                // dispose();
    show(false);
    }
    else
    {
            MessageBox msg = new MessageBox(new Frame(),
                                    "Warning","CGI operation failed",true);
                                    } */
    show(false);
    Dk_clicked = true;
                                    return true;
            }
        if("Cancel".equals(ev.arg))
            {
// dispose();
    Ehow(false);
    Cancel_clicked = true;
                        retum true;
        }
        if("New Relationship".equals(ev.arg))
        {
    System.out.println("New Relationship button clicked");
```

```
                    NewRelationshiptype xyz = new
NevRelationshiptype(new Frame());
                    return true;
    }
            }
            return false;
        }
public boolean is_Okclicked()
            {
        return Ok clicked;
}
            public boolean is Cancelclicked()
            {
        retum Cancel. clicked;
j
    public String get_Selectedrelation()
        [
            return rellist.getSelectedltem();
        }
            public String get Selectedconcept()
{
        retum conjist.getSelectedltem();
}
}
public class PropertyDialog extends Dialog// implements ActionListener
I
    OOnvaCGI cgi;
    Textrield fld;
    PropertyEditor ped;
    NewFrame aplt;
    Panel pnl: Ipnl;
    MList proplist,rellist;
    Btajng proll;
    String rall];
    String Name;
    Button ok,edit,del,add;
    int Active_list_box;
```

```
boolean Dialog_active;
boolean Ok_clicked;
String[] selection buffer = new String[50];
int changed;
public PropertyDialog(NewFrame ap,OOhvrCGI ocgi,String conc,
            String properties[],String relations[],int tot1,int tot2)
{
        super(ap,true);
        setTitle("Properties and Relationships of "+conc);
        aplt=ap;
        System.out.println("Starting Property and Attributes Dialog");
        pro=properties;
        rel=relations;
        Name=conc;
        setLayout(new BorderLayout());
        pnl=new Panel();
        Ipnl=new Panel();
        Label centerlabel = new Label("- Attributes v Relationships",
            Label.CENTER);
        System.out.println("Panel Created");
        lpnl.setLayout(new BorderLayout());
        // button panel
        ok = new Button("OK");
        edit = new Button("Edit");
        del = nev Button("Delete");
        add = new Button("Add");
        pni.add(ok);
        pni.add(edit);
        pni.add(del);
        pni.add(add);
        System.out printin("Creating List,");
        propList = new NList(10,false,properties,this);
        relList = new NList(10,false,relations,this);
        propList.select(0); // Selects the first
//Item in the properties list
```

```
    Active_list_,box = 0;
    propList.setName("Properties");
    rellist.setName("Relations");
    // add the action listeners
// propList.addActionListener(this);
//
    relList.addActionListener(this);
    // add the focus listener to the class components
    propList.addFocusListener(new fAdapt(this));
    relList.addFocusListener(new fAdapt(this));
    // add the items to the list boxes
    for(int i=0;i<tot1;i+=2)
        propList.addItem(properties[i]+"="+properties[i+1]);
    for(int i=0;i<tot2; i+=2)
        relList.addItem(relations[i]+"="+relations[i+1]);
    System.out.printIn("I,ist Updated");
    Ipnl.add("North", propl.ist);
    lpnl.add("Center", centerlabel);
    Ipnl.add("South",relsist);
    add("Center",IpnI);
    add("South",pnl);
    cgi=ocgi;
Dialog_active = false:
Ok_clicked = false;
changed = 0;
    for(int j=0; j<50; j++)
    {
        selection_buffer[j] = null;
    }
    j
```

    public void UpdateProperty (String name, String oval, String nval, NList li)
    \{
        if(li == propList)
        \{
    ```
        Cgi.ChangePropertyValue(Name,name,oval,nval);
    }
    else
    {
        cgi.ChangeRelationValue(Name, name, oval, nval);
    }
    UpdatePropertyValues(1i);
}
void UpdatePropertyValues(NList li)
{
    String properties[];
    if(li == propList)
    {
        properties=cgi.GetProperties(Name);
        propList.clear();
        for(int i=0; i<cgi.ReadTotal(); i+=2)
            propList.addltem(properties[i] +"="+properties[i+1]);
    }
    else
    {
        properties=cgi.GetRelations(Name);
        relList.clear();
        for(int i=0;i<cg., ReadTotal();i+=2)
            rellist.addItem(properties[i]+"="+properties[i+1]);
    }
}
pubiic boolean is Okclicked()
I
        return Ok_c]icked;
}
public boolean handleEvent(Event ev)
{
    If(ev.id== Event. ACTTON_EVENT)
    l
        // if the ok button is depressed
        if("DK".equals(Ev.arg))
        {
            Ok_clicked = true;
            show(false);
            return true;
```

```
    /* if("Ok".equals(ev.arg)) // Ok from Message Box
    //TAKE CARE OF IT IN THE END
    {
        if(ev.target == (Object) propList)
        {
        String tmp=propList.getSelectedltem();
        cgi.RemoveAttributeValue (Name,
                            tmp.substring(0,tmp.index0f('=')),
                            tmp.substring(tmp.index0f('=')+1, tmp.length()));
        UpdatePropertyValues(propList);
            }
        else
        {
            String tmp=relList.getSelectedItem();
            cgi.RencveRelationValue (Name,
            tmp.substring(0, tmp.index0f('=')).
            tmp.substring(tmp.indexDf('=')+1, tmp.length()));
            UpdatePropertyValues(rellist);
            }
        return true;
            }
*/
        // If the edit button is depressed
        if("Edit".equals(ev arg))
        {
            Frame fr = new Frame();
            if((Active list box == 0) && (Dialog_active == false))
            {
        Dialog_active = true;
            String tmp=proplist.getSelecteditem();
            ped=new PropertyEditor(tmp.mubatring(0,
tmp.jndea0f('=')) , tmp
                .substring(tmp. inderof('=')+1.
tmp.length()),fr);
    ped.setModal(true);
    ped.pack();
    ped.move(200,200);
    ped.show(true);
```

```
System.out.println("Comes here");
    // button handlers for "ped"
                            if(ped.is_Okclicked() == true)
        {
            System.out.println("Comes here too");
                            UpdateProperty(tmp.substring(0,tmp.index0f('=')),
                                    tmp.substring(tmp. indexDf('=')+1
, tmp. Iength()),
                                    ped.getText(),propList);
                            System.out.println("Tt vorks !!!");
    Dialog_active = false;
    ped.show(false);
    ped.dispose();
        }
    if(ped.is_Cancelclicked() == true)
        {
    System.out.println("Jt works!!!");
    ped.dispose();
    Dialog_active = false;
        }
            }
if((Active_list_box ==1) && (Dialog_active == falge))
            {
    Dialog_active = true;
                        String tmp=rellist.getSelecteditem();
                        ped=new PropertyEditor(tmp.substring(0,
    tmp.index0f('=')),
                        tmp.substring(tmp. index0f('=')+1
                    ,tmp.length()), fr);
    pod. setMonal (true);
    ped.pack();
    perl.move (200, 200);
    ped.show(true);
    // button handlere
    if(ped.is Dkcijcked() == trme)
    f
            System.ont println("Tt worka !!!");
                            UpdateProperty(tmp.substring(0, tmp.index0f('=')),
                                    tmp. substring(tmp. index0f('=')+1
    ,tmp.length()),
        ped.getText(),relList);
```

```
    ped.dispose();
        Dialog_active = false;
    }
    if(ped.is_Cancelclicked() == true)
        {
System.out.println("It works !!!");
ped.dispose();
    Dialog.active = false;
        }
            }
            return true;
        }
        // If the add button is depressed
        if("Add".equals(ev.arg))
        {
Frame fr = new Frame();
    if((Active_list_box == 0) 始 (Dialog_active == false))
        {
Dialog_active = true;
                        NewProperty nchld=new NewProperty(Name,this,fr);
                        ncrld.setModal(true);
                        nchld.show(true);
        // button handlers
        if(nchld.is_Okclicked() == true)
        {
            if!(nchid.getText()).length() := 0)
        {
                    System.out.printin("Comes here");
    AddNewProperty(Name,nch]d getText());
    nchld.dispose();
    Dialog.active = false;
                                }
        else
        {
            System.out.println("Tnvalid entry");
        }
        }
        if(nchld.is_Cancelclicked() == true)
        {
```

```
                    System.out.println("Cancel clicked");
                    nchld.dispose();
        Dialog_active = false;
                        }
                }
    if((Active_list_box == 1) && (Dialog_active == false))
                    {
                        Dialog_active = true;
                        NewRelation nRelsh=new NewRelation(Name,cgi,fr);
                        nRelsh.move (250, 250);
                        nRelsh.setModal(true);
                        nRelsh.show(true);
                        // button handlers
                if(nRelsh.is_Okclicked() == true)
                {
                    if( (nRelsh.get_Selectedrelation() != null) &&
                            (nRelsh.get_Selectedconcept() != null) )
    I
    cgi.AddRelationValue(Name,
nRelsh.get, Selectedrelation(),
                                    nRelsh.get Selectedconcept());
        if(cgi.OK == false)
    {
        MessageBox msg := nex MessageBox (new
    Frame(),
    "Warning",
"CGT operation failed", true);
            J
            else
            {
    // include the new IS-A link
    String str = nem String();
    str = nllelsh.get Selectedrelatjon() + "=| +
                                    nRelsh.get: Selectedconcept();
    System.out. println(attr);
    Telumit.addTtem(etr);
    gelection_buffer[changed]=
                                    nReIgh.get Selectadconcept();
                                    changed++;
            nRelsh.dispose();
        }
    }
```

```
        else
    {
    System.out.println("no items selected");
    }
```

```
                        Dialog_active = false;
```

                        Dialog_active = false;
            }
            }
            if(nRelsh.is_Cancelclicked() == true)
            if(nRelsh.is_Cancelclicked() == true)
            {
            {
                nRel.sh.dispose();
                nRel.sh.dispose();
                        Dialog._active = false;
                        Dialog._active = false;
            }
            }
        }
        }
        return true;
        return true;
    }
    }
    // If the delete buttion is depressed
    if("Delete", equals(er, arg))
    {
            Frame fr = new Frame();
        if(Active_list_box == 0)
        {
            MessageBox mbox=new MessageBox(fr,"Warning",
    "Do You want to Delete"
+propList.getSelecteditem(),true);
mbox move (250, 250);
mbox.setModal(true);
mbox.show(true);
if(mbox.0k_ciicked() == true)
{
String tmp=proplist.getSelectedItem();
cgi.RemoveAttributeValue(Name,
tmy substring(0,tmp.indexDf('=')),
tap.substring(tmp.indewaf('=')+1, tmp. Iength()));
IpdatePropertyValues(proplist);
}
}
eIse
{
MessageBox mbox3=new MessageBox(fr,"Warning",
"Do You want to Delete"
+relList.getSelectedItem(), true);

```
```

        mbox3.move(250,250);
        mbox3.setModal(true);
        mbox3.show(true);
        if(mbox3.Ok_clicked() == true)
        {
            String tmp=relList.getSelectedItem();
            cgi.RemoveRelationValue(Name,tmp.substring (0,
    tmp.indexOf('=')),
tmp.substring(tmp.index0f('=')+1,
tmp.length())):
UpdatePropertyValues(rellist);
}
}
return true;
}
}
return false;
}
public String[] get newconstraints()
{
return selection_buffer;
}
void AddNewProperty(String Parent,String pName)
{
cgi.AddNewProperty(Parent,pName);
if(cgi.ok)
propicist.addItem(pName+"=");
}
/*
public void actionPerformed(ActionEvent evt)
f
Frame fr = new Frame();
if(evt.getSource() == (0bject) proplist)
{
String tmp=proplist.getSelectedftem();
ped=new PropertyEditor(tmp. substring(0, map.index0f('=')),
tmp. substring(tmp.index0f('=')+1,
tmp.length()), this,propList,fr);
ped.setModal(true);
ped.move(250.250);

```
```

ped.shou(true);
System.out.println("You are Editing "+
propList.getSelectedItem());
System.out.println("It works,yipee!!");
}
if(evt.getSource() == (Object) relList)
{
String tmp = relList.getSelectedItem();
ped = new PropetyEditor(tmp.substring(0,tmp.indexOf('=')),
tmp.substring(tmp.indexDf('=')+1,
tmp.length()),this,rellist,fr);
ped.setModal(true);
ped.move(250,250);
ped.show(true),
System.out.println("You are Editing"+
rellist.getSelectedItem());
System,out.primin("It works,yipee!!");
}
}
*/
};
class fAdapt extends FocusAdapter
{
PropertyDialog myDialog;
//ciass constructor method
public fadapt(PropertyDialog pd)
{
myDialog = pd;
}
pubilic void focusGained(FocusFvent e)
{
if( (e.getID() == FocusEvent.FOCUS_GATNED) \&\&
(o getSource() == myDialog.proplist) )
f
myDialog.Active_list_box = 0;
System.out.print]n(myDialog.Active_list_box);

```
```

                if( (e.getTD() == FocusEvent.FOCUS_GAINED) &&
                            (e.getSource() == myDialog.relList) )
            {
                myDialog.Active_list_box = 1;
                System.out.println(myDialog.Active_list_box);
            }
        }
    }
/**

* File: SchemaCanvas java
* Project Title: vocabulary creator
* Author: Muhammad Arif
* Last updated on : 07/09/97
* Last updated by : Muhammad Arif
*/
import java.applet.Applet;
import java.awt.*;
import java.util.*;
import EDU.anburn.VGJ.gui.*;
import EDU.auburn.VGJ.graph.*;
import EDU.auburn. VGJ.algorithm.tree.*;
import EDU auburn.VGJ.algorithm. GraphAlgorithm;
import java.util.Stack;
/**
* Canvas for showing schema graph
*/
public class SchemaCanvas extends GraphCanvas
I
/**
    * Contructor for canvas takes Schema Graph, and frame reffrence
*/
pubific SchemaCanvas(DomroSchema S,Frame Nf)
{
super(s,Nf);
J
/* public boolean mouseDown(Event evt,int x, int y)
{
System.out.println("Mouse is moving over me"+x+":"+y);

```
```

    return (super.mouseDown(evt,x,y));
    } */
    }

```
```

import java.avt.*;
import java.awt.event.*;
import EDU.auburn.VGJ.graph.*;
import java.util.Hashtable;
public class listframe extends Dialog
{
Enhanced_list mylist, selectList;
Button done, cancel,Add, Remove;
int no_of_items;
Set selected_set;
private Hashtable hash;
public listframe(String[] contents,int; number,NewFrame frame)
{
super(frame,"List of children",true);
resize(600,600);
no_of_items = number;
GridBagLayout layout = new GridBagLayout();
GridBagConstraints c = new GridBagConstraints();
setLayout(layout);

```
// SETUP THE GRTDBGGLAYOÜT
c.insets \(=\) new \(\operatorname{Insets}(2,5,2,5)\);
// set up label 1
c. gridx \(=1\);
c.gridy = 1;
c.gridwidth \(=1\);
c.gridheight = 1;
c.anchor \(=\) GridBagConstraints.CENTER;
c.fill = GridBagConstraints. HORIZONTAL ;
c. weightx \(=0.0\);
```

c.weighty = 0.0

```
Label labell = new Label("Candidates");
    layout.setConstraints(label1,c);
    add(label1);
    // set up label 2
    c. gridx \(=11\);
    c.gridy \(=1\);
    c.gridwidth = 1;
    c. gridheight \(=1\);
    c.anchor = GridBagConstraints. CENTER;
    c.fill = GridBagConstraints.HORIZONTAL;
    c. weightx \(=0.0\);
    c. weighty \(=0.0\);
    Label label2 = new Label("Chosen");
    layout.setConstraints (label2, c);
    add(label2);
    // setup the list box
    c. gridx \(=1\);
    c. gridy \(=2\);
    c.gridwidth = 10 ;
    c.gridheight \(=10\);
    c.anchor \(=\) GridBagConstraints.CENTER;
    c.fill = GridBagConstraints.BOTH:
    c. weighty \(=1.0\);
    c. weighty \(=1.0\);
    myList = new Enhanced list(10,false);
    for (int \(\dot{i}=0 ; i<n u m b e r ; i+t)\)
            mylist.aditem(contents[i]);// fill the list box with
                // the children concepts
layout. BetConstraints (myList, c);
    add (mylist) ;
    // setup ya list box
    c.gridx = 11;
    c.gridy = ?;
    c.gridwidth = 10;
    c. gridheight \(=10\);
```

    c.anchor = GridBagConstraints.CENTER;
    c.fill = GridBagConstraints.BOTH;
    c.weightx = 1.0;
    c.weighty = 1.0;
    selectList = new Enhanced_list(10,false);
    layout.setConstraints(selectList,c);
    add(selectList);
    // Add the "done" button
    c.gridx = 2;
    c.gridy = 12;
    c.gridwidth = 2;
    c.gridheight = 2;
    c.anchor = GridBagConstraints.CENTER;
    c.fill = GridBagConstraints.HORTZONTAL;
    c.weightx = 0.0;
    c.weighty = 0.0
    done = new Button("DONE");
    layout.setConstraints(oone,c);
add(done);
// Add the "Ade!" button
c.gridx = 4;
c.gridy = 12;
c.gridwidth = 2;
c.gridheight = 2;
c.anchor = GciclRagConstraints.CENTER;
c.fill = GridBagConstraints.HORTZONTAL;
c.weighte = 0.0;
c.weighty = 0.0;
Add = new Button("Add all");
layout.setConstraints(Add,c);
add(Add);
//Add the "Remove all" button
c.gridr = 8;
c.gridy = 12:
c.gridwidth = 2;
c.gridheigh.t =2;
c.anchor = G.ridBagConstraints.CENTER;

```
```

    c.fill = GridBagConstraints.HORIZONTAL;
    c.weightx = 0.0;
    c.veighty = 0.0;
    Remove = new Button("Remove all");
    layout.setConstraints(Remove,c);
    add(Remove);
    // allocate selected set
    selected_set = new Set();
    // Initialize hash table
    hash = new Hashtable(),
    }
public Set get selected()
{
return selected_set;
}
// class event handler function
pubjic boolean handleEvent (Event ev)
{
if(ev.id == Event.ACTTON EVENT)
if("DDNE".equals(ev.arg))
\&
Syatem.out pmint?n("Clicked on ok");
show(false);
retmm true:
}
If("Add all".equals(ev.arg))
{
System.out.println("Clicked on add");
for(int j=0; i<no_of items; itt)
L
if(selectList isPresent(myList.getItem(i)) == false)
{
selected_set.includeElement(i);
selectlist.addItem(myList.getltem(i));

```
```

                                    hash put(myList.getItem(i), new Integer(i));
                                    }
                }
            return true;
        }
        if("Remove all".equals(ev.arg))
        {
    System.out.println("Clicked on remove");
    while(selected_set.isEmpty() != true)
    {
        selected_set.removeElement(selected_set.first());
        }
        hash.clear();
        selectList.clear();
        return true;
            }
            }
    if(ev.id == Event.LIST_.SELECP)
    {
    if(ev.target == (Object) myList)
    {
        if(selectList.isPresfint(myList.getSelectedItem()) == false)
        {
            selectlist.addItem(myList.getSelectedItem());
            selected set. _ncludeElement(
    myList.getSelectedIndex());
hash.put(myList.getSelecteditem(),
new Integer(mylist.get:SelectedIndex()));
System.out.println(selected_set);
return true:
\jmath
}
if(ev.target =:= (object) selecthist)
I
int }x=\mathrm{ selectlist, getSelectedIndex();
String str = selectinst.getTtem(x);
Integer y = (Tnteger) hash.get(str);
selected__set.removeElement(y.intValue());
hash.remove(str);
selectList.delItem(x);

```
```

                System.out println(selected_set);
                return true;
            }
    }
            return false;
    }
    }
/**

* File: ViewFrame.java
* Project Title: vocabulary creator
* Author: Muhammad Arif
* Last updated on : 07/09/97
* Last updated by : Muhanmad Arif
*/
import java.applet.Applet;
import java.awt.*;
import java.util.*;
import EDU.auburn.VGJ.gui.*;
import EDÜ.auburn.VGJ.graph.*;
import EDU.auburn.VGJ.algerithm tree.*;
import EDU.auburn.VGJ.algorithm.GraphAlgorithm;
import java.util.Stack;
/**
* Main window in which schema would be shown
*/
pubilic class ViewFrame evtende Frme
f
DohwrSchema matinSchema;
SchemaCanvas gCnv;
double view;
ODhwrCGI cgi:
FTame fr;
PropertyDialog propDlg;
char ViewType;
/**
    * Constructor takes schema graph, Schema canvas and CGI

```
```

* and reffrences
*/
public ViewFrame(OchvrSchema g,ODhvrCGI ocgi)
{
super();
VievType='d';
view=1;
cgi=ocgi;
mainSchema=g;
setLayout (new BorderLayout());
Panel pnl=nev Panel();
pnl.add(new Button("+"));
pnl.add(new Button("-"));
pnl.add(new Button("Layout Graph"));
pnl.add(new Button("Properties"));
pnI.add(new Button("ChangeView"));
pnl.add(new Eatton("Attributes"));
pnl.add(new Buttcr("Relationships"));*/
add("North",pnl);
}
public void UpdateCanvas(SchemaCanvas cnv)
\$
gCnv=cnv;
j
/**
* Event handler for the main mindow.
*/
piblic boolean action(Event evt, Object arg) {
if ('+".equals(arg)) { // To Tncrease view size
view=view+1;
gCnv.setScale(vjew);
System.out println("Added in view");
return true;
Jelse
if ("ChangeViem".aquals(arg)) { // To Increase view size
if(View'Type=='d')
VienType='I':
emse
ViewType:='d';
Refreash();
return true;
}else

```
```

    if ("-".equals(arg)) { // To decrease view size
        vieu=view-1;
        if(view<0) view=1;
        gCnv.setScale(view);
        gCnv.update(true);
        System.out.println("Subtracted in view");
    return true;
}else // show up the property window
// for selected concept
if("Properties".equals(arg))
{
//Status="Contacting Server Wait ...... ";
//shouStatus(Status);
Node root = gCnv.getSelectedNode();
if(root!=null)
{
String selected=root.getLabel();
String propi[]=cgi.GetProperties(selected);
int nopropt = cgi.ReadTotal();
boolean astOK = cgi.OK;
String prop2[]=cgi.GetRelations(selected);
int noprop2 = cgi.ReadTotal();
boolean relOK = cgi.OK;
if(attok == mue \&\& relok==true)
{
/\& fymens Frame();
fr resize(50,50);
Gystem.out prirtin("Activating My Dialog");
propDlg=new PropertyDialog(fr,this,cgi,
nelected,prop1,prop2, noprop1,noprop2,'A');
propD]g.show();
propDlg.remse(310,410);*/
}
}
retmm true:
J
else
if ("Layout Graph". equals(arg)) { // Relayout the graph.
/*double i=gCnv.SELECT_NODES;
if(gCnv=-nv?])
System.out.println("Canvas Null");

```
```

            Node root = gCnv.getSelectedNode();
            GraphAlgorithm alg=new TreeAlgorithm('d');
            mainSchema.removeGroups();
            mainSchema.pack();
            String msg=alg.compute(mainSchema,gCnv);
            gCnv.update(true);
            System.out.println("Layout:"+msg); */
            Refreash();
    return true;
            }
    return false;
}
/**
* Runs the layout algorithem on the graph and
* Updates the screen with non layout.
*/
public void Refreash()
{
gCnv.setSelectedNode(minSchema.getRootId());
mainSchema.setDirected(false);
GraphAlgorithm alg=new TreeAlgorithm(VienType);
mainSchema removeGroups();
mainSchema parir();
String msg=alg.compute(mainSchema,gCnv);
mainSchema, actnirected(true);
gCnv.update(true);
System.ont print]r("Layout:"+msg);
}
j
/**

* File: NewFrame.jeva
* Project Titie: vocablimary Crrator.
* Anthor: Muhammad Arif
* Last updated on : 07,09/97
* Last updated by Munammad Arff
*/
import java.applet.App?et:
import java.awt.*;
import java.util.*;
import EDU.auburn.VGJ.gu:.*;

```
```

import EDU.auburn.VGJ.graph.*;
import EDU.auburn.VGJ.algorithm.wee.*;
import EDU.auburn.VGJ.algorithm. GraphAlgorithm;
import java.util.Stack;
/**

* Main window in which schema would be shown
*/
public class NewFrame eroends Frme
{
OohvrSchema mainSchema;
SchemaCanvas gCnv;
double view:
OOhvrCGI cgi;
Frame fr;
PropertyDialog propDIg;
char ViewType;
Menu MainMenu, Opticns,
MenuBar mb;
int Expansion_nmmber;
/**
    * Constructor takes schema graph, Schema canvas and CGI
    * and reffrence:
*/
public NewFrame(nolveschema g,00hvrCGT ocgi)
{
super();
MainMenu = new Menu("Viow");
MainMeni. add(nem Menultem("Ancestor View"));
MainMenu, add(nem Menultem("Childem View"));
MainMenu.add(nen Menultem("First Level Neighborhood"));
MainMenu.add(;e'y menatem("Exit"));
Options = nev Menu("Options");
Options.add(new MenuTtem("Select Detail"));
mb=new MemuBar();
mb.add(MainMerr);
mb.add(Option:):
setMenuBar(mb);

```
```

    VievType='d';
    view=1;
    cgi=ocgi;
    mainSchema=g;
    setLayout(new BorderIayont());
    Panel pnl=new Panel();
    pnl.add(new Button("+"));
    pnl.add(new Button("-"));
    pnl.add(new Button("New Child"));
    pnl.add(new Button("Layout, Graph"));
    pnl.add(new Button("Properties"));
    pnl.add(new Buttor("Expend"));
    pnl.add(new Button("Detract"));
    pnl.add(new Button("ChangeView"));
    add("North",pn1);
    Expansion_number = 5;
    }
public void UpdateCarvas(SchemaCanvas cn)
{
gCnv=cn;
}
/**

* Event handler for the mair window.
*/
pubjic boolean action(Event evt, Dbject, arg)
{
if(evt.arg.equals("Ancertor Vieu"))
{
Node ront = gCinv.getSelectedNode();
System out println("Activating Ancestor View");
if(root!=mml)
{
int id=0;
String nelecterl=root.getiabel();
Stack {tl:new Stack():
stk.push(selected);
Oohv"Schema os"new DohvrSchema(selected,2,"IN");
while(!stk empty())
{
String Child=(String)stk.pop();

```
```

            String str[]=cgi.GetParent(Child);
            for(int i=0;i<cgi.ReadTotal();i++)
            {
            id=os.AddParent(Child,str[i]);
                stk.push(str[i]);
        }
    /* String rel[]=cgi.GetRelations (Child);
        for(int k=0:k<cgi.ReadTotal();k+=2)
        :
            LE(!:e] [k] equals("SUBCLASS_OF") &&
                'rel[k].equals("SUPERCLASS_OF"))
            { os.AddChild(Child,rel[k+1]);
            os Lab:lEdge(Child,rel[k+1],rel[k]);
    }
} */
}
os.sethootId(ad);
VieuFrame vi=-meu ViewFrame(os,cgi);
vf.resize(800,700);
SchemaCanvas scmunew SchemaCanvas(os,vf);
scnv.setMol:siN de(scnv.SELECT_NDDES);
vf.UpdateCanvas(scnv);
ScrolledPanel vanel=new ScrolledPanel(scnv);
vf add" "Center",vPanel);
vf ram();
vf, ghori';
vf.Refreash(i;
}
return true:
}
if(evt.arg.equale'"Childomn View"))
{
Node root := gCny getSelectedNode();
System nnt, mriniln("Activating Child View");
if(root!=mull)
{
int id
String nelecterl=root.getiabel();
Starl :atk-ngu Shack();
stk push(selected);
Dohwscheme js:rar DohvrSchema(selected,2,"IN");
whito(!-k emp:r(%)
{

```
```

            Suring Parent=(String)stk.pop();
            String stril=cgi.GetChild(Parent);
            for(int i=0;i<cgi.ReadTotal();i++)
            {
                id=os.AddChild(str[i],Parent);
                stk.push(str[i]);
            j
        }
        VienFrame :f....w ViowFrame(os,cgi);
        vf.res:me(800 :00);
        SchemaCanvas scnv=new SchemaCanvas(os,vf);
        scnv.setMouseMode(scnv.SELECT_NODES);
        vf.UpdateCarrac(senv);
        ScrolledPare? Panel=new ScrolledPanel(scnv);
        vf. cưd("Center',vPanel);
        vf.pack();
        vf. show'`;
        v& refromah!
    }
    return true;
    }
if(evt.arg.equals("Pirst i.evel Neighborhood"))
{

```
```

System .a" vrint".("Activating Neighborhood View");

```
System .a" vrint".("Activating Neighborhood View");
Node ru; * grom g.0.SelectedNode();
Node ru; * grom g.0.SelectedNode();
if(root!=nuli)
if(root!=nuli)
q
q
    int id:
    int id:
    String selecter:-oot.getlabel();
    String selecter:-oot.getlabel();
    Dohi:Schamz is:a DohvrSchema(selected, 2, "TN");
    Dohi:Schamz is:a DohvrSchema(selected, 2, "TN");
    String str[]=cgi.CetParent(selected);
    String str[]=cgi.CetParent(selected);
    frefra =0; & Gi ReadTotal();i+t)
    frefra =0; & Gi ReadTotal();i+t)
    {
    {
                id=os.AddChild(str[i],selected);
                id=os.AddChild(str[i],selected);
    }
    }
    String stre[]=cgi GetChild(selected);
    String stre[]=cgi GetChild(selected);
    for(int i=0;trom,ReadTotal();i+t)
    for(int i=0;trom,ReadTotal();i+t)
    f
    f
        Ld=o! AddChild(selected, str2[i]);
        Ld=o! AddChild(selected, str2[i]);
    ?
    ?
    ViewFrame vf=nor ViewFrame(os,cgi.);
    ViewFrame vf=nor ViewFrame(os,cgi.);
    vf.resize(800.70n);
    vf.resize(800.70n);
    SchemaCanvas scnv=new SchemaCanvas(os,vf);
```

    SchemaCanvas scnv=new SchemaCanvas(os,vf);
    ```
```

    scnv setMouseloce(scnv.SELECT_NODES);
        vf.UpdateCanvas(scnv);
        ScrolledPanel rPanel=new ScrolledPanel(scnv);
        vf.add("Center",vPanel);
        vf.pack():
        vf.show();
        vf.Refreash();
        }
        return true,
    }
    if(evt.arg.equais, Exit")
    {
        dispose:.
    }
    if(evt.arg.eqans("Gelect Netail"))
    {
        // pop up the diatug bus for selecting no of children
            Info_bos s'tlact, detarl = new
                    Tnfo_box("Number of children during expansion",
    3,this);
select_detail move(200,200);
select_detail.setModal(true);
select detai`gacir(?         select_detail show(rame);         if(select, feta:l Dk`icked() == true)
{
Expansion_number =
gelect_detail.get_textfieldvaluer);
}
}
if ("+".equals(arg)) {// To Increase viam size
view=yiswt.!
gCnv.selgciles:iem).
System.out.println("Idded in view"):
return true;
}
if ("ChangeVier".equaln(arg)) { // To Increase view size

```
```

    if(VievType=='d')
            VievType='r':
    else
ViewType='d';
Refreash():
return true;
}
if ("-".equals(arg)) { // To decrease view size
view=viev--!;
if(view<0) view=1;
gCnv.se+Scale(view);
gCnv.upatio(true);
System.out.println("Subtracted in view");
return true;
} // show up the property window
/' for selected concept
if("Propert:rs," equals(arg))
{
//St:ma="Cowtacting Server Wait ....." ";
//shem:atus(Status);
Node root := gCfit gitSelectedNode();
if(root!=null)
{
String selecter=root.get?abel();
String prop1[]=cgi.GetProperties(selected);
i: "opm`= % cgi.ReadTotal();
bun?az z*,OF= Cgi.OK;
String pmop2[]=cgi.GetRelations(selected);
int noprop2 = cgi, ReadTotal();
bonlgan reidk =% cgi.ok
if(attok =a true d\& relok==true)
f
quatem ott println("Activating My Dialog");
proping=new PropertyDialog(this,cgi, selected,propi
prop?, noprop1,noprop2);
propDlg.setMachal(true);
monDlg pa*k'.
propDlg.resize(310,410);
pryong.mora(n00,200);
propD'g.shrw(true);

```
```

        if(propDlg.is_Okil_cked() =: urue)
    {
        // code to add nev links (if any)
    //Implemented only for SUB_CLASS relationships
    String[] new.cons = new String[50];
    new_cons = propDig.get_newconstraints();
                                    For(int x=0; new_cons[x] != null; x++)
    {
    System.out.println(New entry = "+new_cons[x]);
int id = mainScher a bot_roucidwnew_cons[x]);
if(id != -1)
{
mainSchema.AddEdge(selocter, inem_ cons[x]);
}
else
{
System.out.print]r("!odr".row. ..ns[x]+
"may not be inserted correctly");
j
}
Refreash();
propDIg.dispose();
J
}
e\af:
{
System ont print]n("Something messed up");
}
}
else
f
System ont printin("Node not selected");
}
retum true;
j
if("Expand".squals(arg))
{
Node root = gCnv.getSelectedNode();
int no of children
if(root!=nuly)

```
```

    String selected=root.getLabel();
    String childG=cgi.GetChild(selected);
    no_of_children = cgi.ReadTotal();
    if(no_of_children>0)
    {
        if(no_of_children <= Expansion_number)
        {
            foriSnt !=0; i<no_of children; itt)
                if:ma Schema.isNodepresent(child[i]) ==
                    true) //child already present
        [
    mainSchema.AddEdge(child[i],selected);
}
else
{
mainSchema.AddChild(selected,chjld[i]);
\primeadds children nodes
// ADD ADDITIONAL LINKS TF ANY...
String Parents[] = cgi.GetParent(child[i]);
int lo_of_additional_links = cgi. ReadTotal();
\&f(ru,of.additional_links > 1)
`
for(int j=0; j<no_of_additional_links;jt+)
{
if(Parents[j].equals(selected))
l
System. out.printIn(
"This link already exists");
fise
!
System.out.printlo(
"Link Needed");
if (mainschema, isNodepresent.(
Parents[j]) == true)
{
mainSchema.AddEdge(
child[i],Parents[j]);

```
```

    }
                        l// end if
                } // end for
                }
                else
                {
                    System.out.println("no more IS A links
    +", for"+child[i]);
} // end if
}
} /i erid for
}
else
{
// include code to display a list box of concepta
lastframe childlist = new listframe(child,
no of children,this);
childlist.pack();
chi`:list.show(true);
childlist.move(200, 200);
Set selected_set = new Set();
selected_set = childlist.get selected();
Syst.rm,nut.println("In NewFrame"+gelected_set);
~f(selected set.igEmpty()== false)
// do only if an iten is selected
{
While(selected_set.isEmpty() =a false)
\because
int z = selected_set.finst?;
// System.out.prim?n(z);
selected_set removeElement -)
== false)
if(mainSchema.isNodepresent (child[zl)
// check if child already ewista
{
mainSchema.AddChild(sejoctor.
child[z]); //adds childien notes
// ADD ADDTTTONAL LTNKS TF ANY
String Parents }\square=cgi.GetParent
(child[z]);
int no_of_additional_links =

```
```

cgi.ReadTotal();
if(no_of_additional_links > 1)
{
for(int j=0;
j<no_of_additional_links; j++)
{
if(Parents[j].equals(
selected))
{
System.out.println
("This link already exists");
}
else
{
System.out.println
("Link Needed");
if(
mainSchema.isNodepresent(Parents[j]) == true)
{
mainSchema.AddEdge(child[z],Parents[j]);
}
} // and i.f
} // end for
}
else
{
mainSchema.AddEdge(child[?] selected);
System.out.println(child[z]+" already exists");
}
}
System.out.printin("Tn NewFrame after removal"tselected_set);
}
} //end if no_of..children <= 5
}
alse
I
System,out, printin("No Children, no expansion");
j
Refreash();
}
else
{

```
```

                    System.out.println("Node not selected");
                    }
                return true;
    }
    // Refreash();
}
else
{
System.out.println("Node not selected");
}
return true;
}
if ("New Child".equals(arg)) { // Add a new child to a
// selected concapt
Node root = gCnv.getSelectedNode();
if(root!=nall)
{
String parent=root.getLabel();
NewChild nch=new NewChild(parent,this);
}
else
{
System.out.printin("Node not selected");
}
return true;
}
if ("Layout Graph".equals(arg)) // Relayout the graph.
I
double i=gCnv.SEIECT. HODES;
if(gCnv==nulT)
System.out.printin("Canvas NuII");
Node root = gCnv.getSelectedNode();
GraphAlgorithm alg=new TreeAlgorithm('d');
mainSchema.removeGroupe();
mainSchema pack();
String mge=alg. compute(mainSchema,gCnv);
gCnv.update(true);
System.out pr:nt]n("Iayout:"+msg);
*/

```
```

                Refreash();
        return true;
            }
        if(evt.id == Event.WINDOW_ICONTFY)
        {
            System.out.println('comes here, great!");
        }
    return false;
}
/**
* Runs the layout algorithom on the graph and
* Updates the screen wath new layout.
*/
public void Refreash()
{
gCnv.setSelectedNode(mainSchema.getRootId());
mainSchema.setDirected(false);
Graphalgorithm alg=new TreeAlgorithm(ViewType);
// mainScherar.romorefromps();
// mainSchema pack();
String msg=alg.compute(mainSchema,gCnv);
mainSchema.aetDirected(true);
gCnv.update(true);
System.out printlr("Layout:"+msg);
}
/**
* Add a new child ton shn wocept by calling the API
* from CGI clasm
*/
public void AddN wohnld(String Parent,String Child)
{
cgi.AddNewChild(peron (inild);
if(cgi.OK)
{
mainSchema Adrch: 1, (T . .ent; Clilld);
Refreash:
J
}
}

```

\section*{APPENDIX C}

\section*{API DESCRIPTION}

The defination of APIs is presented here.
```

/********************************************************************
*
* Funciton MV List_Children
* Input: [ ConceptName ] Concept name.
* Dutput:[ number ] Number of children
* [ list ] keeps all children name
* Description:
* Function caller need to release the memory.
* delete list [number; M;
*
************************************************************************/
void MV List_Children( caar* ConceptName,int\& number, char ** \&list);
/**********************************************************************
*
* Funciton NV_%aic.parent;
* Tnput: [ Conceptllame ] Concept name.
* Output:[ number ? Number of children
[ list] reeps all perent name
* Description:
* Function caller need to release the memory.
delete Iist [mumine][];
*
**********************************:***********************************/

```
void MU Tist_Parents ( char* Corcont, Name, intik number, char ** \&ist);
/ \(\because\) *******************************************************************
    *
    * Funciton MV Shovanter - Vatue
    * Input: [ Conceptifane I Concept name
    * [ Attribut flame] At, insute name
    * Output: [ number ] Number of value of this attribute
    [ lis: \(]\) resps 2? alue of this attribute
* Description:
* Funcion cdile: 1sed \%o zelease the memory.
```

* 

deleve list [number][];
*
********************************************************************/
void MV_Show_Attribute_Value( char* ConceptName,
char* AttributeName,
int\& number,char** \&Value);
/*********************:******:0********************************************
*

* Funciton MV Show_Rerationchip_Value
* Input: [ ConceptName ] Concept name.
* [ AttributeName ] Telationship name.
* Output:[ number ] Number of value of this Relationship
* [ list ? keeps all concept name of this Relationship
* Description:
* Function calror nand to release the memory.
* delete list [number][];
* 

****************************************************************************)
void MV_Show_Relationship_!alue(clar* ConceptName,
char* RelationshipName,
int\& number, char** \&Value);

```
```

/********************************t<r************************************

```
/********************************t<r************************************
    *
```

    *
    ```


```

    * ( MV_List_All_At'ribute_Valne
    ```
    * ( MV_List_All_At'ribute_Valne
    * ( MV List_Ali Relationuhep_Vaine)
    * ( MV List_Ali Relationuhep_Vaine)
    * Input: [ Cor eptNane ] Concept name.
    * Input: [ Cor eptNane ] Concept name.
    * Output:[ nunber ] keeps the number of list
    * Output:[ nunber ] keeps the number of list
                            [ list] store mronerty name and value
                            [ list] store mronerty name and value
    * Example: list[1] := "SimCLiss ]n" {- property name
    * Example: list[1] := "SimCLiss ]n" {- property name
    * list[2] = "ENTTTy" <- value
    * list[2] = "ENTTTy" <- value
    * Iist[3] = "施E" <- propety ma
    * Iist[3] = "施E" <- propety ma
    * Iist[4] = "Procedme" <- wal"
    * Iist[4] = "Procedme" <- wal"
    * :
    * :
    * Description
    * Description
    * Funcion caller need to release the memory.
    * Funcion caller need to release the memory.
    * dele*e list [numher]!];
    * dele*e list [numher]!];
    *
    *
    ***********************************************************************/
```

    ***********************************************************************/
    ```
```

void MV_List_All_Property_Value(char* ConceptName,
int\& number, char ** \&list);
void MV_List_All_Attribute_Value(char* ConceptName,
int\& number, char ** \&list);
void MV_List_All_Relationship_Value(char* ConceptName,
int\& number, char ** \&list);

```
```

/*******************************************************************

```
/*******************************************************************
    *
    *
    * Funciton MV_Change.At,rrihute_Value
    * Funciton MV_Change.At,rrihute_Value
* Tnput: [ Conceptyane ] Conrepi name.
* Tnput: [ Conceptyane ] Conrepi name.
* [ Attributefame " Attribute name.
* [ Attributefame " Attribute name.
* [ Value ] lew rajue.
* [ Value ] lew rajue.
* Dutput: O if no such concept exist or
* Dutput: O if no such concept exist or
* no such attribute exist in this concept
* no such attribute exist in this concept
* 1 nomal update
* 1 nomal update
* Description:
* Description:
* If no wl, m,N,.,e exist in this certain concept,
* If no wl, m,N,.,e exist in this certain concept,
* function will re:... w.ta:% :|y flange
* function will re:... w.ta:% :|y flange
* If the front end l' neds smem atror codes, I need to
* If the front end l' neds smem atror codes, I need to
* rewrite this func,son
* rewrite this func,son
*
*
********************:*********:"**:**氺米******************************/
********************:*********:"**:**氺米******************************/
int MV Change_Attribute_Value( chat* ConceptName,
char* AttributeName.
char* oldValue,
char* Value);
```



```
    访
    * Funciton MV Change_Relationship_Value
    * Input: [ Concapthame i C: ropt name.
        [R,ETztionnhipNam ? Relationship name.
        [ CName] [Toa tar's r, concept name.
            Dutput: 0 if s.o nuch con ayte exist or
                no such attribute exist in this concept.
            1. mamial mputato
            Description:
                If no wtil afr ih,io exist in this certain concept,
                fur:':m !il? rov* without any change.
                    If tre f\cdotsnt an Nr aeeds some error codes, I need to
                    remw:* e tris gnn % o:I.
```

* 

```
*******************************************************************/
int MV Change_Relationship_Value: char* ConceptName,
    char* AttributeName,
char* OName,
    char* CName);
/********************************ヶヶヶ**********************************
*
* Funciton MV_Stow_immbei..U_ Children
* Tnput: [ Conssptlisme ? Comvept name.
* Output: [ number ] Number se children.
* Descriptioin:
* This function takes a ConceptNize and return the number
* of its children.
*
    ************************?****************************************/
```



```
/ホ******************************************************************
    *
    * Funciton MV Show...Wumber or OParent
    * Input: [ Concoptiname ] Cuscept name.
    * Output:[ mume_ - Im,u- n parents.
    * Descriptioin
    * Thi= %n:m i}\because:= a CosceptName and retum the number
    * of iza parents
    *
```



```
void MV Show_Number Df. Paronts(:...* ConcoptName,int& number);
/*******************************-w***********************************
    *
    * Funciton MV Dres Property. Cxist
    * Tnput: [ Propertylame ? Property Wame.
    * Dutput:[ Intrniode ] if in have this propecty, this TntroNode
    * keeps the node first intruduced this property.
    * Descriptioin:
    * This funct, on ro+,\cdotsn l if we do have this Property and
    * setup the value nf Tn*:ONods. 'retymn 0 if we don't have
    * this property and 'ntroNode m`nt to NULL
    *
```



```
int MV_Does_Property_Exist(char* PropertyName, char* &IntroNode);
/**********************************************************************
*
* Funciton MV Create_Attribute
* Input: [ ConceptName ] Concept Name
    [ AvLrabuvedade, mowsbbute Name
    Output: None
    Descriptioir
    This function will add Attribute in Concept and
* PROPAGATE this auu-ibuce tu s".. the descendents of
* Concept with NULL value. Is sume descendents of
* Concept already have *ivis A,*'mte, this function will
* not add anything +! i.
*
********************************2**********************************/
void MV Create_Attribite(char* ComceptName,char* AttributeName);
/*****************************:**:**********************************
    *
* Funciton MM Dole+o Atvribute
* Tmput: [ Corcepthone ! Cos :opt Name
    [ At+\cdots.ibutollare I ist-ibute Mame
        Output: None
        Descriptioim:
            This fmmetion w:" delete Aturibute in Concept and
```



```
    * descendents. TF mHF MnDE TS InT THE Pl.ACE WHTCH
    * INTRODUCES THIS AMmMRMTY. TH: TMNCTIDN WTLL RETURN
    * AND DO NOTHING.
    *
```



```
void MV Delete_Attributo(char* ComcsotName, char* Artributename);
```



```
    *
    * Funciton MV Cmaarn nelat: rsship
    * Input: [ Re?l] Rolat Eonsh' P Name
    * [ Re?? ] Rovorse Rn`ationship Name
    * [CName1] Concept Name vhich introduce Rell
```

```
                            [CName2] Concept Name which introduce Rel2
    Output: None
    Descriptioin
        This function ulll add relationships in Concepts and
        PROPAGATE these relationships to all the descendents of
        Concept with NWLl value. If some descendents of
        Concept already have the Relationship, this function will
        not add anything to it.
*
***********************************************************************/
void MV_Create_Relatiomship(char CName1, Char* Rell,
                                    cow Clu-ne2.ch%* Re12);
/******************mi*******:A********************************
void MV Delete_Relatsumh%r:ha:* Omamel, char* Rell,
                                (ha%* (Mame2, char* Rel2);
```



```
    *
    * Funciton Mu . Find..lomerg+ Crmmon_Node
    * Imput: [ Comand ] Ev`st %mcopt namo
    * [ CName2 ] second comcont name
    * Gutput: [ LCMmie I "n'0"; ;mmm nute of two imput nodes.
    * Descriptioir
        If Mame{ is amcrosor of CName2, then LCNode will be
    * set up as CName* vic: vo.s:
    * Currently we don's hare a per*or* algorithm to judge
```

```
* which node is LCN. So, & use greedy algorithm from
* CName1. In other vords, if you exchange the order
* of CName1 and CName2, you may get different answer.
*
***********************************************************************/
void MV_Find_Lowest_Common_Nodeichar* CName1,char* CName2, char* & LCNode);
/*******************;**********F****:m:s**********************************
*
* Funciton MY Mreat: .om Ep
* Trput: [ ConceptName - corcept name
* [ PanontName " pamut name
* Output:none
* Descriptioin
* This function create a new concept with same property
* as its parent ha The rald, *:s properties will be
* null except NAME and SJBCIASS. DF
*
*************************&N*****,***:******************************************)
void MV Create_Concept(char* ConceptName,char* ParentName);
/*********************:****:*****:%
    *
    * Funciton M . ist.. il...%%p
    * Input: Nothang
    * Output: All conmesa ..a dina ...ajabe
    * Description.
    *
    ********ま*********************:* :************************************/
void MV_List_All_Cr:cept(inf al.ay, cha, ** &list);
```



```
    *
    * Funciton Mir Mad_Atrrebura,"alue
    * Input: [ Concentifam` I concts name
    * [ AttributeName ' atterma+ O mum
    * [ Value ] a valur
    * Output: O if no such can` n+ exin+ or
                                    no such n++= bute exist in this concept
                            1 momal madato
    * Descriptioin:
```

```
* Add one attribute-value mai" *to this certain concept.
* If this concept has a pacr o: tis attribute with
* value NULL, then this pair wil: be changed to
* attribute-value with Value.
*
**********************************************************************/
int MV_Add_Attribut\epsilon_Value( char* ConceptName,
cha= it Guren=me,
    \therefore ...' Value);
/****************** | wn**:****** ***********************************
    *
    * Funciton MV_idd_Reidi-wna* .p_Va_ue
    * Input: [ ConceptName ] concept name
    * [. Rolationshyplame ] relacionship name
    * [ TargetConjp .rget concept
    * Output: O if no s.an con, & exist or
                                    no s!cl relacucnship exist in this concept
            1 n.mal apul.ou
    * Descriptioin:
    * Adce re wr,ar.avar pair into this certain concept.
    If this concapt; ! . a parr of this relationship with
    valwe poswe% to mit, twen this pair will be changed
    * to relationship-ralno nn:". #, % ryet concept.
*
    ******************************ッM**********************************/
```

int MV_Add_Relationship_Value ( char* ConceptName,
$r^{2}$ R* RelationshipName.
$\therefore$ Tre TargetConcept);

*
* Funciton My Romow atwara_raino

* Toput: [. Comeoptlianar a comcept name
* [ Atbibutedme toribute name
* [. Va’te $]$ a yàu.
* Dutput: 0 if no such con toxist or
no buch a to hace exist in this concept
1 nymu :
Descriptioin:
Remo: on $\because=$,
    * If the pair is t? las an this attribute, this
* function will keep this nair and clean the value to NULL. *
*******************************************************************/
int MV_Remove_Attribute_Value( Char* ConceptName,
int MV_Remove_Attribute_Value( Char* ConceptName,
char* AttributeName,
char* AttributeName,
char* Value);
char* Value);

*
* Funciton MV Rororo poratimnch $\quad$ - Yalue
* Input: [ Conceptilame ] concept name
[Ry]ationsh'pNam ] relationship name
[ TargetConcept T "arge" concept
Dutput: 0 if no such conrint exist or
no such relationship exist in this concept
1 romal 'pdts
Descriptioin
Reno $\because n: \quad \because \quad n-2 r e t$ pair from this certain concept.
If Te Ca: $\quad$ t $\quad$ last pair of this relationship, this

*


rhar* RelationshipName,
( $\because$ T. G atconcept) ;

*
    * Funciton MU Bucun an . . "ataonntp
    * Tmput: [ Relatiorshipliir ] relationship name

    * relationship name
    * Dutput: 0 if no s ch rol tians " oxine ar
        * 1 nemal guery
        * Descriptiosr
    * This function si 1 retum the reveree relationship name
    * to the caller. Ti" cal … ha. *in raononsibility to clean
    * the momory of Revhntatirash ? ni ne
    * 

***************************t***************************************/
int MV_Show_Reverse, nat r": rip! char* RelationshipName,

```
Char* & RevRelationshipName);
int MV_List_Descendant(char* ConcepuName,int& number, char ** &list);
//
// MV_Delete_Concept sti^l need Lu be optimized
// If we delete concept A, all decendants of A will be deleted, too.
// If A or its decendants muromuvid an; felationship, we will abort this
// operation
*// Problem: if coi, ept B use: %:dtronshap R to point to one of A's decendants
// what should we do? ( K' as introduced above of concept A. )
//
```



```
int MV_Iist_All_Rels,inotip \cdotsirnovode clor* ConceptName,
    int& number,
    *)ar ** &list);
```
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[^0]:    ${ }^{1}$ Formally, we can state this condition as: $\exists i: 1 \leq i \leq n$ such that $P(V)=P\left(W_{i}\right)$.

